

## Tutoring and Hints

- "Is there any way to get one on one tutoring for this type of problem set?"
- In the past, the ACM and ACM-W have offered one-on-one tutoring. Send me (or the course staff) email if you are interested; I will try to set something up.
"More hints written into PS if possible please? This way I can work on it independently of TAs"
- I will add more hints on a optional links for PS4 on. On your honor!


## Writing The Code

"I'd rather have maybe 4 or 5 comprehensive questions where I wrote the entire snippet, because I would get more chances to work off of my own code."

- Multiple people had this comment. Your wish is granted. Check out PS4, where there is no "fill in the blanks" code at all.
- "Also, 1 dropped problem set grade please!"
- Nine people made such comments. Vote?
- If so: drop lowest PS that is not the final project


## TA Time Limit?

- "It is absolutely ridiculous that my partner and I had to wait an hour and forty minutes for help when we entered our our name on the wait list shortly after we arrived."
- Recall that previously we voted for no time limit. We will vote again:
- I believe each TA should spend some maximum amount of time with each group (e.g., 10 minutes) before moving on. A group that still has questions after 10 minutes can add themselves to the queue again.


## Which of these is true?

- Our sort procedure is too slow for VISA because its running time is in $O\left(n^{2}\right)$
- Our sort procedure is too slow for VISA because its running time is in $\Omega\left(n^{2}\right)$
- Our sort procedure is too slow for VISA because its running time is in $\Theta\left(n^{2}\right)$


## Recall: Asymptotic Complexity

$g$ is in $O(f)$ iff: There are positive constants $c$ and $n_{0}$ such that $g(n) \leq c f(n)$ for all $n \geq n_{0}$.
$g$ is in $\Omega(f)$ iff: There are positive constants $c$ and $n_{0}$ such that $g(n) \geq c f(n)$ for all $n \geq n_{0}$.
$g$ is in $\Theta(f)$ iff: $g$ is in $\boldsymbol{O}(f)$ and $g$ is in $\Omega(f)$.
and that you got at least three points on.

Takes over 1 second to sort 1000-length list. How long would it take to sort 1 million items?

1s = time to sort 1000
$4 \mathrm{~s} \sim$ time to sort 2000
1 M is 1000 * 1000
Sorting time is $n^{2}$
so, sorting 1000 times as many items will take
$1000^{2}$ times as long $=1$ million seconds $\sim 11$ days
Note: there are 800 Million VISA cards in circulation.
It would take 20,000 years to process a VISA transaction at this rate.

## Is our sort good enough?

## Which of these is true?

- Our sort procedure is too slow for ViSA because its running time is in $\theta\left(n^{2}\right)$
- Our sort procedure is too slow for VISA because its running time is in $\Omega\left(n^{2}\right)$
- Our sort procedure is too slow for VISA because its running time is in $\Theta\left(n^{2}\right)$


## Liberal Arts Trivia: Art History

- Name the work shown and its sculptor. The artist is generally considered the progenitor of modern sculpture: he departed from mythology and allegory and modeled the human body with realism, celebrating individual character and physicality.


## Sorting Cost

(define (best-first-sort Ist cf)
(if (null? Ist) Ist
(let ((best (find-best Ist cf)))
(cons best (best-first-sort (delete Ist best) cf)))))
(define (find-best Ist cf)
(if (null? (cdr Ist)) (car Ist)
(pick-better cf (car Ist) (find-best (cdr Ist) cf))))
The running time of best-first-sort is in $\Theta\left(n^{2}\right)$ where $n$ is the number of elements in the input list.

- Let's write this together!
- Hint: use/write helper function insert-one
- (insert-one 2 (list 134 5)) --> (1 234 5)

Assuming the comparison function passed as $c f$ has constant running time. century BCE, the feudal system had crumbled and the Warring States period had begun.

## Divide and Conquer sorting?

- Best first sort: find the lowest in the list, add it to the front of the result of sorting the list after deleting the lowest.
- Insertion sort: insert the first element of the list in the right place in the sorted rest of the list.


## insert-sort

(define (insert-sort Ist cf) (if (null? Ist) null
(insert-one (car Ist)
(insert-sort (cdr Ist) cf) cf)))


Try writing insert-one.
(define (insert-one element Ist cf) ...)
(insert-one 2 (list 13 5) <) --> (1 23 5)

## insert-one

(define (insert-one el Ist cf)
(if (null? Ist) (list el)
(if (cf el (car Ist)) (cons el Ist)
(cons (car Ist)
(insert-one el (cdr Ist) cf)))))

## How much work is insert-sort?

(define (insert-sort Ist cf)
(if (null? Ist) null
(insert-one (car Ist) (insert-sort (cdr Ist) cf) cf)))
(define (insert-one el Ist cf)
(if (null? Ist) (list el)
(if (cf el (car Ist)) (cons el Ist)
(cons (car Ist) (insert-one el (cdr Ist) cf)))))
How many times does insert-
sort evaluate insert-one?
OCEANS TWO


## How much work is insert-sort?

(define (insert-sort Ist cf) (if (null? Ist) null
(insert-one (car Ist) (insert-sort (cdr Ist) cf) cf)))
(define (insert-one el Ist cf)
(if (null? Ist) (list el)
(if (cf el (car Ist)) (cons el Ist) (cons (car Ist) (insert-one el (cdr Ist) cf)))))
How many times does insertsort evaluate insert-one?
$n$ times (once for each element)
running time of insertone is in $\Theta(n)$
running time of insertone is?

## How much work is insert-sort?

(define (insert-sort Ist cf)
(if (null? Ist) null
(insert-one (car Ist) (insert-sort (cdr Ist) cf) cf)))
(define (insert-one el Ist cf)
(if (null? Ist) (list el)
(if (cf el (car Ist)) (cons el Ist)
(cons (car Ist) (insert-one el (cdr Ist) cf)))))
How many times does insertsort evaluate insert-one?
$n$ times (once for each element)
running time of insertone is in $\Theta(n)$
insert-sort has running time in $\Theta\left(n^{2}\right)$ where $n$ is the number of elements in the input list

## Which is better?

- Is insert-sort faster than best-first-sort?

AccuPOP ${ }^{T M}$ - Probability of Precipitation

$>$ (insert-sort < (revintsto 20))
(1234567891011121314151617181920)

Requires 190 applications of <
$>$ (insert-sort < (intsto 20))
(1234567891011121314151617181920)

Requires 19 applications of <
> (insert-sort < (rand-int-list 20))
(011161923263132323442455363648182848492)

Requires 104 applications of <
> (best-first-sort < (intsto 20))
(12 345678910111213141516171819 20)
Requires 210 applications of <
> (best-first-sort < (rand-int-list 20))
(441618192023 323651535967697375828288 89)

Requires 210 applications of <
best-first-sort vs. insert-sort

- Both are $\Theta\left(n^{2}\right)$ worst case (reverse list)
- Both are $\Theta\left(n^{2}\right)$ when sorting a randomly ordered list
- But insert-sort is about twice as fast
- insert-sort is $\Theta(n)$ best case (ordered input list)


## Can we do better?

(insert-one < 88
(list 1235623637789 90))

Suppose we had procedures
(first-half Ist)
(second-half Ist)
that quickly divided the list in two halves?

## quicker-insert using halves

(define (quicker-insert el Ist cf)
(if (null? Ist) (list el) ;; just like insert-one
(if (null? (cdr lst))
(if (cf el (car Ist)) (cons el Ist) (list (car Ist) el))
(let ((front (first-half Ist))
(back (second-half Ist)))
(if (cf el (car back))
(append (quicker-insert el front cf) back)
(append front
(quicker-insert el back cf)))))))

## Evaluating quicker-sort

> (quicker-insert < 3 (list 1245 7))
|(quicker-insert \#<procedure:traced-<> 3 (1 245 7))
$\mathrm{Cl}_{\mathrm{\# f}}$ 1) (define (quicker-insert el Ist cf)
\#
|
| $<35$
|\#t
(quicker-insert \#<procedure:traced-<> 3 (1 2 4))
$1(<31)$
||\#f

|(quicker-insert \#<procedure:traced-<> 3 (1 2))

||\#
|| $\mid$ (<3 2 )
||\#f
| (quicker-insert \#<procedure:traced-<> 3 (2))
| | (< 3 2)
| | | |\#f
$\left\lvert\, \begin{array}{ll}\left.\left\lvert\, \begin{array}{ll}(23\end{array}\right.\right) \\ \mid l l l\end{array}\left(\begin{array}{ll}1 & 2\end{array}\right) \quad\right.$ Every time we call quickerinsert, the length of the list is |(123457)
(123457)
(quicker-insert el back cf)))))))) approximately halved!

## How much work is quicker-sort?

Each time we call quicker-insert, the size of Ist halves. So doubling the size of the list only increases the number of calls by 1 .
(define (quicker-insert el Ist cf)
(if (null? Ist) (list el)
(if (null? (cdr Ist))
(if (cf el (car lst))
(cons el Ist)
(cons el Ist)
(list (car Ist) el))
(let ((front (first-half Ist))
(back (second-half Ist)))
(if (cf el (car back))
(append (quicker-insert el front cf) back) (append front
quicker-insert el back cf)))))))

List Size \# quicker-insert applications

| 1 | 1 |
| :--- | :--- |
| 2 | 2 |
| 4 | 3 |
| 8 | 4 |
| 16 | 5 |

## Homework

- Problem Set 4
- Read Chapter 8
- Exam 1 Out Monday

