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TABLE X
OVERLAPPED-SCATTER STORAGE REQUIREMENTS

Matrix | # Nonzeros | Bound on Overlap Storage
DSP 35712 47543
64K 50539 57329

256K 52512 83338

and solution (SOL VE) as the computational bulk of the algorithm. In
Section IV, we described the parallelization of LOAD. We identified
parallel LOAD as a sequence of lock-synchronized parallel loops to
provide a model of their behavior. We then used this analysis to
predict the performance of our parallel implementation of LOAD and
compared it to experimental measurements on up to six processors.

In Section V, we considered parallel sparse matrix solution. We
first explored the direct parallelization of the efficient sequential
scatter-gather algorithm and concluded on the basis of experimental
results that it was not very promising. We then used a fine-grained
model of parallelism and reported an efficient implementation using
task clustering to minimize scheduling overheads. Very good
utilization of concurrent parallelism was observed, but a performance
penalty had to be paid due to increased indirect operand accesses
necessitated by the fine-grained model. Finally, we described the
implementation of a new parallel medium-grained sparse matrix
solver. The key idea here was the use of an auxiliary indirect
destination pointer to facilitate efficient source-target matching.
Although the fine-grained approach provided slightly better load
balancing and lower scheduling overheads, the medium-grained
solver achieved superior overall performance due to significantly
lower operand access costs and better vectorization. The storage
needed for the medium-grained solver, although only approximately
one-third that for the fine-grained solver, was, however, on the order
of the number of arithmetic operations. We therefore concluded the
section by describing some work currently in progress on a parallel
solver that is much more space efficient without any loss in
performance.
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Simulating Essential Pyramids
RUSS MILLER AND QUENTIN F. STOUT

Abstract—Pyramid computers, and more generally pyramid al-
gorithms, have long been proposed for image processing. They have the
advantage of being a regular structure with a base naturally identified
with an input image, and a logarithmic height which enables rapid
reduction of information. Unfortunately, when the image contains
multiple objects of interest, it is often difficult to use the pyramid
efficiently since the most straightforward algorithms try to simultane-
ously use the apex for each object, creating a severe bottleneck.
Furthermore, algorithms which are efficient in such settings tend to be
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significantly more complicated than is desirable, limiting the appeal of
pyramids for more complicated analyses and images. However, this paper
shows that one can systematically simulate the effect of having a separate
‘‘essential’’ pyramid over each object, greatly simplifying algorithm
development since algorithms can be written assuming that there is only a
single object. This approach can yield optimal or nearly optimal
algorithms for the pyramid computer, and can also be used on
nonpyramid architectures such as the hypercube, mesh-of-trees, mesh,
mesh with row and column buses, mesh with reconfigurable buses, and
PRAM. For several of these architectures, the simulated essential
pyramids can all simultaneously perform an algorithm nearly as fast as a
pyramid computer over a single object.

Index Terms—Hypercube computers, image processing, mesh-of-trees,
meshes with buses, parallel algorithms, pyramid computers, vision
architectures.

1. INTRODUCTION

Pyramid-like computers [38] and pyramid-like data structures [26]
have long been proposed for image processing. Many of these
proposals have been based on biological considerations, noting that
the retina has an extremely large number of simultaneous inputs, and
yet in a small number of neural steps animals can perform a variety of
recognition tasks [39]. While the steps in this process are not fully
understood, one thing that is clear is that there must be a rapid
funneling of data into a region in which the decision is made.

The (standard) pyramid computer was proposed as a model of this
behavior, having a large square base in which the image input starts
(as an array of pixels), and only a logarithmic number of stages which
reduces the data to a single apex. Throughout this paper, the base of
the pyramid is an # X » mesh, called level 0. In general, level i is a
mesh of size (n/27) X (n/2f), where each processing element (PE) is
the parent of four children on the level below. (See Fig. 1.) While
pyramids have been studied for some time, only recently have
advances in VLSI technology made it possible to build pyramids of
interesting size, and several have recently been constructed or are in
the process of being constructed [2], [3], [7], [14], [27], [36]. Along
with this ability to construct pyramids has been a rapid expansion of
interest in them (see [3], [24], [35], [40] and the extensive references
therein.)

In a pyramid with an n X n base, the hope is that a given problem
can be solved in logarithmic time, that is, in time ©(log n). (6
denotes ‘‘order exactly,”” @ denotes ‘‘order at least,”” O denotes
‘“‘order at most,”” and o denotes ‘‘order strictly less than.”’) Any
nontrivial problem must take Q(log n) time since it takes that long for
information to travel from the base to the apex. If one has an
algorithm in which data proceed strictly upward, with each level
taking a fixed amount of time before finishing by passing information
up, then indeed the problem will be completed in O(log 7) time. For
example, if the input is a graytone image stored one pixel per base
processor, and the goal is to determine the average gray level, then
the base PE’s send their values up to their parents. As the information
proceeds upwards, each PE in the receiving level receives four values
from its children. The PE then averages these values and passes up
the result. In exactly lg(n) steps the information reaches the apex,
which computes the answer. (Ig denotes log,.) This approach can also
be used to compute higher order least squares polynomial approxima-
tions of the image [1]. Other problems that can also be solved with
bottom-up techniques, using a constant amount of time per level,
include detecting features such as spots and streaks [25] and finding
the closest pair of ‘‘marked’” pixels [32]. These latter algorithms
involve communication between adjacent PE’s on each level, as well
as child-parent communication.

Unfortunately, many problems cannot be solved in a single pass,
nor even in a fixed number of up or down passes. For example, to
rotate the image through a quarter-turn will take Q(n) time, as can be
shown by a simple counting argument similar to that used in [31] to
show that sorting also requires Q(n) time. Namely, consider any
quadrant of the base, together with the subpyramid over it. This

1643

Processor

—  Communication
Link

Fig. 1. A pyramid computer of size 16.

Fig. 2.

A difficult image.

subpyramid has ©(n) wires leaving it, and ©(n2) values which must
leave over these wires, so (n) time is required. (Furthermore,
rotation or sorting can be completed in ©(#) time using the base mesh
alone [37].)

Even problems which can be solved in logarithmic time for a single
object may not be solvable in logarithmic time if there are multiple
objects in the image and a separate answer is desired for each. For
example, if one has an input as in Fig. 2, and wants to compute the
average gray level for each of the dark stripes, then at least Q(n"?)
time is necessary [19]. Intuitively, the reason for this delay is that
each stripe needs to use the apex (or at least, the upper levels of the
pyramid) to rapidly combine data from opposite ends of the base.
This creates a bottleneck, and one can show that it is best to move
data only halfway up the pyramid. Simpler techniques such as solving
the problem for one object at a time can lead to far worse
performance. For example, finding the average gray level of each
stripe in Fig. 2 would take ©(n log n) time with this approach.

While the techniques in [17] and [19] show how to attain the
optimal worst case performance for many problems involving
multiple objects, the algorithms are sufficiently complex so as to
discourage their use. In this paper, we take a different approach
which we believe to be much more appealing, and which can be
applied to many other models. For both the pyramid and numerous
nonpyramid machines we show how to simulate an ‘‘essential”’
pyramid (defined in Section II) over each object in the base image,
where all of the simulated pyramids are logically disjoint. Using
them, when one has a problem involving calculating a property of
each object, one merely writes an algorithm for the problem on an
essential pyramid with a single object, executing this in all the
simulated pyramids simultaneously.

Besides providing a systematic solution to determining properties
of multiple objects, using simulated essential pyramids has two
additional advantages. The first is that the resulting algorithms are
often optimal or nearly optimal, where by nearly optimal we mean
that the time is within one or two logarithmic factors of being
optimal. Thus, it is far more efficient than merely running an
algorithm on the objects one at a time. The second is that the
approach can be used on a wide range of parallel computers, not just
pyramids. In fact, when used on more powerful models, such as the
hypercube and mesh-of-trees, the time to run an algorithm on all of
the simulated pyramids is nearly the same as the time to run the same
algorithm on a pyramid with a single object.

In the second section, the various machine models, and the notion
of essential pyramids, are defined. The third section shows how to
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simulate essential pyramids over each object for a variety of
machines. It also analyzes the time required to simulate one step, or
one upward or downward sweep, of an algorithm for an essential
pyramid with a single object. The fourth section uses this to give
algorithms for images with multiple objects on a variety of different
machines. The last section contains additional comments.

II. MODELS AND DEFINITIONS

In all of the models of parallel computers considered in this paper,
it is assumed that the PE’s have a uniformly bounded amount of
memory, the word size is large enough to contain n, all operations
such as add or compare take constant time, and it takes a constant
amount of time to transmit a single word to a neighboring PE. (Two
PE’s are said to be neighbors if there is a direct communication link
between them.)

Machine Models

The pyramid computer, shown in Fig. 1 and defined in the
Introduction, is said to be of size n? if the base is an n X n mesh.
Notice that a pyramid of size n? actually has (4/3)n2 — 1/3 PE’s.
The input is assumed to be an n X n image, stored in the natural
fashion, one pixel per base PE. Thus, the input to a pyramid of size
n? is an image of n? pixels. Also notice that # must be an integral
power of 2. This restriction will be used throughout this paper.

A mesh-of-trees of size n? also starts with a base which is an n X
n mesh. Above each row there is a binary tree which has the PE’s in
the row as its leaves, and above each column there is a similar tree.
These trees are disjoint except for their leaves. (See Fig. 3.) Like the
pyramid, the image is assumed to be initially stored in the base. The
mesh-of-trees was originally studied as a useful model in VLSI
layouts [11], [12], [41], but recently it has been receiving more
attention as a parallel computer [10], [18], 201, {22].

Notice that, like the pyramid, the mesh-of-trees has a communica-
tion diameter of ©(log n). Furthermore, it can provide logarithmic
time solutions to some problems that cannot be solved even in
polylogarithmic time on a pyramid. (A function is polylogarithmic if
it is O(log* n) for some k > 0.) For example, by using only the row
trees, in O(log n) time the mesh-ofstrees can find the average gray
level of each of the stripes in Fig. 2. However, the mesh-of-trees is
similar to the pyramid in that rotating an image by a quarter-turn, or
sorting items, takes Q(n) time, as can be shown by using the same
argument given for the pyramid.

A hypercube of size n* has exactly n? PE’s, indexed by the binary
numbers from 0 to n2 — 1. Two PE’s are neighbors if and only if
their indexes differ by an integral power of 2. (See Fig. 4.)
Hypercube computers have been proposed for quite some time [30],
but only in the last few years have any nontrivial ones been built [28].
Currently several corporations market hypercube computers, and
there is extensive interest in such machines [8], [9], [43].

Images are mapped onto hypercubes using Gray codes G4, where
G, maps {0, -+, 2¢ — 1} onto the d-bit binary strings, with the
property that G4(i) and G4((i + 1) mod 29) differ by exactly one bit.
For our purposes it is best to use the reflexive Gray codes defined by
Gi(0) = 0, G(1) = 1, and Gg.1(i) = 0G,(i) for i < 29, Ggy,(i)
= 1G4(29*! — 1 — i) for i = 29, Using this, the pixel at (i, j) is
mapped to the PE with coordinates the concatenation of Gig(s)(i) and
Gigm(J)-

%h)e communication diameter of a hypercube of size n? is 2lg(n),
and, unlike the pyramid or mesh-of-trees, the hypercube can route
many items nearly as rapidly as it can route a single item. For
example, an image can be rotated a quarter-turn in O(log n) time, and
n? items can be sorted in O(log? n) time using bitonic sort. (It is an
interesting open question whether the hypercube can sort in o(log? n)
time.)

Many different variations on adding buses to mesh computers have
been studied. Here only two will be considered. In a mesh of size n*
with row and column buses, there is a base mesh of size n2. There is
a bus for each row and each column, with all of the PE’s in a row or
column attached to the bus. For each bus, only one PE at a time can
transmit a value, which is simultaneously received in unit time by all
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Fig. 3. A mesh-of-trees of size 16. (Mesh connections omitted for clarity.)

Fig. 4. A hypercube of size 16.

the other PE’s attached to the bus. This model has been studied in
[23] and [33]. It has a communication diameter of O(1), but again a
simple wire-counting argument shows that it takes {}(n) time to rotate
an image by a quarter-turn.

In a reconfigurable mesh of size n2, or mesh of size n* with
reconfigurable buses, imagine a grid of horizontal and vertical
wires, each of length n and spaced unit distance apart. A PE is
attached to each intersection, and the PE can control a switch on each
of the four sides of the intersection. Each switch can disconnect the
wire from the intersection. If all of the switches are set to the
“‘connected’” positions, then the entire system is linked as a single
bus in which only one PE can broadcast a value which is received in
unit time by all other PE’s. If, for example, all of the column switches
are set to ‘‘disconnect,’’ and all row switches to ‘‘connect,’’ then the
system is a collection of rows, each with its own bus. These can all be
used simultaneously, just as in 2 mesh with row and column buses.
The possibility of having connection patterns which are neither rows
nor columns makes this model significantly more powerful than the
mesh with row and column buses [16], although it still takes Q(n)
time to rotate an image by a quarter-turn. Many models similar to a
reconfigurable mesh have been proposed and constructed [5], {13],
[16], 1291, [42].

A parallel random access machine (PRAM) of size n? has n?
PE’s, each with their own storage of fixed size, and a global memory
of size ©(n2). In a PRAM, PE’s do not communicate directly with
each other, but instead communicate by leaving messages in the
global memory. We assume that each memory cell can be accessed by
at most one PE at a time. This is known as the ‘‘exclusive read
exclusive write’”> (EREW) model of PRAM, and is the most
restrictive PRAM model usually studied. We also assume that the
PRAM is synchronous, although with extra. ‘‘handshaking’’ com-
munication all of the algorithms used herein could be run in the same
time (measured in O-notation) on the asynchronous model.

For the PRAM we assume that the image is initially stored in the
global memory, in a standard row-major order. The PRAM is the
most powerful model we will study since any collection of up to n2/2
pairs of PE’s can communicate (through the global memory) in 6(1)
time. For example, image rotation can be accomplished in O(1) time,
and sorting can be accomplished in O(log n) time [6].

Essential Pyramids

Throughout, we assume that the pixels corresponding to an object
of interest form a connected set, and that no two objects overlap. We
also assume that the pixels have already been labeled, where each
pixel in an object receives the label of that object, objects have
distinct labels, and each pixel not in any object receives a ‘‘null’’
label.

Many pyramid algorithms which compute a property of a single
object use only the PE’s above the object to do useful work.
Motivated by this, [20] introduced the notion of an essential
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Fig. 5. Gray nodes are in the essential pyramid.

pyramid, defined as follows. To help distinguish essential pyramids
from the simulating machine, PE’s in the essential pyramid will be
called nodes. Given an image stored in the base of a pyramid P of
size n2, let O be a single object in the image. Delete from P’s base all
nodes which do not contain a pixel in O, and then, in a bottom-up
fashion, delete from P all nonbase nodes which no longer have any
children. When this is completed, the remaining portion P’ of P
contains exactly those nodes which are above some part of O.
However, this is still not quite what is desired, since, for example, an
object consisting of a single pixel will have a P’ consisting of Ig n
nodes, each with a single parent and a single child. In this situation,
nodes above the base cannot combine any information not directly
available to the base, and hence the base could act as the apex.
Therefore, we add a second pruning pass to P’. This pass starts at the
apex of P’, deleting the apex if it has only one child. If the apex is
deleted, then the process is recursively applied to its child (stopping at
the base if the object is a single pixel). The result of this second pass
is the essential pyramid of O, denoted ess(O). (See Fig. 5.) Notice
that the ess(O) depends upon P and O’s position in the base of P, but
as this dependency will be true for all objects it will not be explicitly
mentioned further.

Even with all of the pruning, ess(O) can be significantly larger than
O. For example, consider an object O which is the four center
squares of the base. At each level of the pyramid, there are exactly
four nodes above O, except for the top level in which there is only the
apex. At each level, the mesh connections between these four nodes
form a square, so ess(O) is an obelisk of height 1g(n).

Within a given pyramid, two disjoint objects may have essential
pyramids which are not disjoint. For example, if each gray strip in
Fig. 2 is an object, then all the essential pyramids contain the apex.
This shows that the apex can be contained in ©(#) essential pyramids,
and that in general a node at level i can be contained in ©(2¢) essential
pyramids. Since the objects must be connected, the top-down pruning
ensures that if a node p in ess(O) is not the apex, then O passes
through the border of the base square beneath p. Since a node at level
i is above a base border of ©(2) pixels, and since the objects are
disjoint, a node at level i is in O(2°) essential pyramids. Adding up all
of the worst case possibilities shows that the total number of nodes in
the essential pyramids is O(n?), i.e., at most linear in the size of the
input. These facts will be used repeatedly when constructing the
simulated essential pyramids.

III. SIMULATING ESSENTIAL PYRAMIDS

For all of the models considered here, the essential pyramids will
be simulated so that there is a fixed constant C, independant of n and
of the image, so that each real PE simulates at most C different nodes
in the essential pyramids. Using this, the local computations by any
real PE are at most C times the local computations done by any node
in an essential pyramid. Furthermore, the real PE’s must simulate the
communication between neighbors in the essential pyramids. Since
the worst case information transmission time will be at least as large
as the local computation time, it is the only component that will be
discussed in the following.

The approach we take in the following constructions is to
concentrate on those for the pyramid and mesh-of-trees, and then
relate the other architectures to these two. This greatly shortens our
presentation, although in practice one would write a more direct
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construction for each architecture, rather than simulating an architec-
ture simulating essential pyramids.

Pyramids

To construct the essential pyramids for an image on a pyramid, we
follow techniques from [19]. Consider the base as being partitioned
into k X k squares, where k is a power of 4. Pick such a square, and
let Q denote the subpyramid with that square as its base. The apex of
Q, denoted g, is at level i = 1g n. By the comments at the end of
Section II, g is in at most 4k — 4 essential pyramids, and each of ¢’s
children is in at most 2k — 4 essential pyramids. There are exactly &
PE’s in Q at level i/2, each of which will be used to simulate at most
four replicas of g and at most eight replicas of children of q. Each PE
simulating a replica of g will also replicate g’s children (at least, all
the ones in the same essential pyramid). There may also be children
of g which are the apex of an essential pyramid not including g, in
which case the child is replicated all by itself. In [19], the PE’s in Q at
level i/2 were called the ‘‘data square’’ corresponding to the base
square of Q. We now describe how the replication and simulation is
accomplished.

The construction begins bottom-up. First, each PE containing a
pixel of an object determines which of its neighbors also contains a
pixel of the same object. It then creates a record with the object’s
label, the PE’s coordinates, and the information about the neighbors.
These records are used to create the simulated essential pyramids. If
none of the neighbors are in the same object, then the base PE is the
apex of the essential pyramid, and the record is finished. Otherwise,
the records are moved up one level. Each PE at level 1 receives at
most four records. Within each 2 x 2 data square at level 1
(corresponding to a4 X 4 square in the base), the records are sorted
by the object’s label, using snake-like or proximity ordering. This
groups all the information concerning the same object together within
each data square, and from this information it can be decided which
PE’s at levels 1 and 2 of the original pyramid above the 4 X 4 square
are in the essential pyramid for the object. The PE holding the first
record (in sorted order) for an object will simulate these nodes in the
essential pyramid.

Each record corresponding to a pixel in the interior of the base 4 X
4 square, or to a pixel on the border where the pixel on the opposite
side of the border is not in the object, is now finished. Otherwise,
there must be nodes above the current simulated level which are in the
essential pyramid of the object. Each such record is then passed up,
and the process is repeated. Each step corresponds to base squares 4
times larger in both dimensions, and simulated essential nodes 1 and
2 levels higher, using data squares 2 times larger in both dimensions.

When the bottom-up pass is completed, all of the nodes in the
simulated essential pyramids have been identified. A real PE at level i
which is simulating a node g can determine if g has an essential
parent by sending a record up to the data square directly above, it can
determine which of g’s children are essential by sending records to
the data squares directly below, and it can determine which of g’s
neighbors on the same level are essential by sending records to the
neighboring data squares. All of this can be accomplished in ©(2)
time for all real PE’s at level /, using techniques as in [19].
Furthermore, by exactly the same techniques, in ©(2°) time, a single
step involving essential nodes at levels 2i and 2/ — 1 can be simulated
by the real PE’s at level /. If the simulated algorithm involves nodes at
all levels in the essential pyramids, then by simulating first those at
the base, then at level 1, then level 2, etc., a single simulation step
can be completed in ©(n'/2) time. This same technique also can be
used to simulate upward or downward passes of an algorithm.
Summarizing, we have the following.

Theorem 3.1: In a pyramid of size n2, simulating a single step of
an algorithm on all essential pyramids simultaneously can be
completed in ©(n'/?) time, and can be completed in ©(2/72) time if
the step involves only simulated nodes at levels i, i — 1, and i + 1.
Simulating an entire upward or downward pass, where at each step
only nodes at one level are computing before sending results to the
next level (each level finishing in a constant amount of time), can be
completed in O(n!"?) time.
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Fig. 6. A pyramid mapped onto its base. (Numbers indicate levels.)

Meshes

Two-dimensional mesh-connected computers, or meshes, form the
base of pyramids and the mesh-of-trees. It is also well known that the
pyramid layers above the base can be projected onto the base mesh so
that no base PE has more than one nonbase PE projected onto it, and
so that for each PE p above the base, p is projected into the square
that is the base of the subpyramid with p as apex. (See Fig. 6.) This
can be used to easily construct the simulated essential pyramids.
Namely, project a pyramid onto the mesh, and have each mesh PE
simulate the essential nodes that it and the pyramid PE projected onto
it (if any) would simulate in the pyramid. Using this, we obtain the
following.

Theorem 3.2: In a mesh of size n2, simulating a single step of an
algorithm on all essential pyramids simultaneously can be completed
in ©(n) time, and can be completed in ©(2°) time if the step involves
only simulated nodes at levels, i, i — /, and i + 1. Simulating an
entire upward or downward pass can be completed in ©(n) time.

Mesh-of-Trees

Simulating essential pyramids on the mesh-of-trees provides times
significantly faster than those possible on the pyramid itself, and it
seems that the mesh-of-trees is nearly ideal for this task. A node p at
level i in an essential pyramid will be simulated by a PE q at level i/ in
the mesh-of-trees, and ¢ will be above the square which is the base of
the subpyramid with p as its apex. To achieve rapid simulations, first
the simulators of the nodes in the essential pyramids are identified,
then each simulator determines the locations of the simulators of each
neighbor of each node it simulates. The details of these steps appear
in [20].

Theorem 3.3: In a mesh-of-trees of size n2, simulating a single
step of an algorithm on all essential pyramids simultaneously can be
completed in ©(log ) time, and can be completed in O(/) time if the
step involves only simulated nodes at levels i, i — 1, and i + 1.
Simulating an entire upward or downward pass can be completed in
O(log? n) time.

Hypercube

Borrowing from [18], Fig. 7 illustrates one way in which a row
tree in a mesh-of-trees can be mapped onto the base row so that no
base PE has more than one nonleaf PE mapped onto it. Using this, the
mesh-of-trees of size 72 can be embedded into its base so that no base
PE has more than one (nonleaf) PE from the row trees and one PE
from the column trees mapped onto it. Furthermore, when the base
mesh is mapped into a hypercube of size 72 using the reflexive Gray
code, the method illustrated in Fig. 7 has the additional property that
two neighboring nodes in a row or column tree are mapped to base
nodes which are in turn mapped to PE’s at most distance 2 apart in the
hypercube. This mapping of a mesh-of-trees of size n? into a
hypercube of size n® results in each hypercube PE simulating one
base PE, and at most one row tree PE and at most one column tree
PE, and neighbors in the mesh-of-trees are mapped to PE’s at most 2
apart in the hypercube. Using this, and the simulation results for the
mesh-of-trees, gives the following result.

Theorem 3.4: In a hypercube of size n2, simulating a single step of
an algorithm on all essential pyramids simultaneously can be
completed in ©(log n) time, and can be completed in ©(/) time if the
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Fig. 7.

step involves only simulated nodes at levels i, i — 1, and i + 1.
Simulating an entire upward or downward pass can be completed in
O(log? n) time.

Meshes with Buses

The mesh with row and column buses can simulate the mesh-of-
trees by first mapping the mesh-of-trees onto its base (as in Fig. 7),
and then using the row and column buses to help simulate
communication within the row and column, respectively, trees.
Within any single row or column, to simulate communication
between a PE and one of its children, where the parent is at level i <
(Ig n)/2, the communication will just use the standard mesh links.
The bus is not used because such communication can occur in time
©(2¢), while if the bus was used then the large number of such PE’s
would require at least this many messages (and hence at least this
much time). For communication involving parents at higher levels,
the buses are used, sending at most /2 messages. Using this, we
obtain the following.

Theorem 3.5: In a mesh of size n? with row and column buses,
simulating a single step of an algorithm on all essential pyramids
simultaneously can be completed in O(n'/2) time, and if the step
involves only simulated nodes at levels i, i — 1, and i + 1, then the
simulation can be completed in ©(2) time if i < (Ig n)/2, and in
©(n/2°) time otherwise. Simulating an entire upward or downward
pass can be completed in O(n!/2) time.

For a reconfigurable mesh, the mesh-of-trees is again mapped to its
base in the same manner. In any row or column, for any level i, the
bus can be partitioned into disjoint subbuses so that each simulated
tree PE at level /, along with its children, is on its own subbus. Using
this, the reconfigurable mesh can simulate all row or column tree
PE’s at level i communicating with their children in a constant
amount of time. Furthermore, in the mesh-of-trees, an essential node
at level i may have children simulated in different row or column
trees, so O(/) time is needed to simulate this communication. The
reconfigurable mesh can accomplish this in a constant amount of time
[16], giving the following results which are slightly better than those
for the mesh-of-trees.

Theorem 3.6: In a reconfigurable mesh of size n2, simulating a
single step of an algorithm on all essential pyramids simultaneously
can be completed in ©(log ») time, and can be completed in ©(1) time
if the step involves only simulated nodes at levels i, i — 1,and i + 1.
Simulating an entire upward or downward pass can be completed in
O(log n) time.

PRAM

The PRAM can simulate a single step of the mesh-of-trees in
constant time. Furthermore, communication between arbitrary PE’s
can occur in constant time. Using this, one obtains the following.

Theorem 3.7: In a PRAM of size n?, simulating a single step of an
algorithm on all essential pyramids simultaneously can be completed
in ©(1) time. Simulating an entire upward or downward pass can be
completed in ©(log n) time.

IV. SAMPLE USES OF SIMULATED ESSENTIAL PYRAMIDS

Several algorithms have been developed for pyramids with a single
object in their base. While authors did not write these in terms of
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essential pyramids, the vast majority of them actually run with little
or no modification on essential pyramids. Illustrative, nonexhaustive
examples of this are mentioned in the following theorem. In the
theorem, an upward or downward pass will always take O(1) time per
level.

Theorem 4.1: In an essential pyramid over a single object in an
image of size n2,

a) In a single upward pass, the average gray level, standard
deviation of the gray level, number of pixels, number of pixels on the
perimeter, and centroid of the object can be determined.

b) For any fixed X, in a single upward pass, the least squares
polynomial of degree k can be fit to the gray levels of the object,
assuming that pixels not in the object have value 0.

c) In a single upward pass, it can be determined if the object has
any horizontal or vertical concavities.

d) In a single upward pass, it can be determined if the object is a
‘‘spot,”” ‘‘streak,”’ ‘‘streak end,’’ edge of specified size, ‘‘blob,”’ or
“‘ribbon.”’

e) In a single upward pass, it can be determined if the object is the
digitization of a straight line.

f) In ©(log n) time, it can be determined if the object is convex.

g) If the object is convex, then in O(log 7) time the extreme points
of its convex hull can be determined.

h) For an arbitrary object, in ©((log? n)/log log n) time, the
extreme points of its convex hull can be determined.

Proof: Parts a) and b) are quite obvious, with [1] apparently the
first to note b). For c) and e), see [15]. For d) see [25]. For f), g), and
h) see [17].

This theorem can be combined with those of the previous section to
give a very large number of problem/machine times. This is too many
to analyze in depth for optimality, so only a few will be analyzed to
show that the resulting algorithm is optimal or nearly optimal for each
machine examined. Even for the simplest problems, one obtains
optimal or nearly optimal results.

Theorem 4.2: Once the simulated essential pyramids have been
constructed, then for each object, in

a) ©(n'/?) time on a pyramid of size n?,

b) ©(n) time on a mesh of size n2,

¢) ©(log? n) time on a mesh-of-trees of size n?,

d) ©(log? n) time on a hypercube of size n2,

e) ©(n'/4) time on a mesh of size n2 with row and column buses,

) O(log n) time on a reconfigurable mesh of size n2,

g) O(log n) time on a PRAM of size n?,
one can determine the average gray level, standard deviation of the
gray level, number of pixels, length of the perimeter, centroid, kth
degree polynomial fit, detect horizontal or vertical concavities, or
decide if the object is a “‘spot,”” “‘streak,’’ ‘‘streak end,’”’ edge of
specified size, ‘‘blob,”” ‘‘ribbon,’” or digitization of a straight line.
Furthermore, the times for the pyramid, mesh, mesh with row and
column buses, reconfigurable mesh, and PRAM are (worst case)
optimal, and the times for the mesh-of-trees and hypercube are within
a factor of log n of being optimal.

Proof: The times obtained are immediate consequences of
Theorem 4.2 and the theorems in Section III. The optimality of the
times for the reconfigurable mesh and PRAM are obvious. For the
mesh, the optimality follows from the fact that it takes ©(n) time to
transmit information across the mesh, and the near optimality of the
times for the hypercube and mesh-of-trees follows similarly. To see
optimality for the other models, consider the stripes in Fig. 2. For
these objects, a lower bound proof in [19] shows that the time in a) is
optimal for the pyramid, and the analysis in [33] shows that the time
in e) is optimal for the mesh with row and column buses.

Slightly faster algorithms are known for determining average gray
level (and all of the other properties as well) on the mesh-of-trees and
hypercube. An algorithm for the mesh-of-trees which takes ©((log?
n)/log log n) time, and an algorithm for the hypercube which takes
O(log n) time, are given in [20]. The latter is clearly optimal, while
the optimal time for the mesh-of-trees is still an open problem.

Theorem 4.3: Once the simulated essential pyramids have been

constructed, then for all objects simultaneously, in

a) ©(n'"2 log? n/log log n) time on a pyramid of size n?,

b) O(n log? n/log log n) time on a mesh of size n?,

¢) O(log? n/log log n) time on a mesh-of-trees of size n?,

d) ©(log? n/log log n) time on a hypercube of size n?,

€) O(n'/*1og? n/log log n) time on a mesh of size n2 with row and
column buses,

f) ©(log? n/log log n) time on a reconfigurable mesh of size n?,

g) ©(log? n/log log n) time on a PRAM of size n?,
one can find the extreme points of the convex hull of each object.

Again it is true that some of these architectures can find extreme
points faster than the times given in Theorem 4.3. For example, on
the PRAM and hypercube, all extreme points can be determined in
B(log n) time by incorporating techniques in [21]. However, the
existence of slightly faster algorithms for a few of these models does
not diminish the significance of the use of simulated essential
pyramids. Simulated essential pyramids provide a systematic tech-
nique for exploiting pyramid algorithms to determine properties of
multiple objects, and the programmer/algorithm designer time saved
by using a systematic approach may be far more valuable than the
extra machine time incurred.

V. FINAL REMARKS

Simulating essential pyramids provides a systematic way of
extending pyramid algorithms for single objects to images with
multiple objects, on a variety of paraliel computers. The software
necessary to create simulated essential pyramids, and to carry out
stepwise simulations, needs to be written only once for each machine.
Once this is in place, a programmer needs only to label the objects,
and to write an algorithm for an essential pyramid with a single object
in its base. This is then simulated over all objects. While simulations
of one architecture by another are common in parallel computing, it is
rare that one simulates multiple copies of one architecture on another.
Simulating multiple copies of the ‘‘essence’’ of another architecture,
where the essence is defined by the data, is even rarer, as this is the
first example that we know of.

This approach has obvious advantages in reducing programmer
time, and in enabling algorithms to be ported between different
architectures. Less obvious is the fact that it often produces
algorithms that are worst case optimal, or within a logarithmic factor
of being optimal. This was shown in Theorems 4.2 and 4.3.
Furthermore, for all of the architectures studied, the number of
processors needed to obtain these times grows only linearly with the
size of the input image.

The machine architectures discussed herein are not an exhaustive
list of architectures for which this approach can be profitably used.
For example, one could also use this approach on a mesh in which
each row and each column is a complete graph, or has a multistage
interconnection network. It can also be used on a two-level mesh
where the base level is an #n X 7 mesh and the level above isa k X &
mesh, where ¥ < n. Here each PE in the second level may be
connected to all the base PE’s in a (n/k) X (n/k) square, or to only
one of the PE’s in such a square. It can also be used on the enhanced
pyramids discussed in [34], on cube-connected cycles, and on
shuffle-exchange machines.

Besides varying the target architectures, one can also vary many
aspects of the basic technique. For example, on the mesh-of-trees one
may prefer to group levels of essential pyramids into layers of 1g 1g n
levels thick, simulating a node at the top of a layer, and all of its
essential descendants in the same layer, together in one PE. The
internal time for a PE to simulate a single step increases, but in some
cases this can be more than made up for by the decrease in the
communication required [20]. Another possibility is to consider
algorithms which alter the shape of an essential pyramid. For
example, suppose the convex hulls of the objects are all disjoint, and
the task is to ‘‘fill in"’ the convex hull of each object. The extreme
points of the objects can be determined using the essential pyramids,
and the most natural way to fill in the convex hulls is to use a top-
down approach, filling in the essential pyramid of the convex hull of
each object.
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