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ABSTRACT
In a Parsons problem the learner places mixed-up code blocks in
the correct order to solve a problem. Parsons problems can be used
for both practice and assessment in programming courses. While
most students correctly solve Parsons problems, some do not. Un-
successful practice is not conducive to learning, leads to frustration,
and lowers self-efficacy. Ericson invented two types of adaptation
for Parsons problems, intra-problem and inter-problem, in order to
decrease frustration and maximize learning gains. In intra-problem
adaptation, if the learner is struggling, the problem can dynamically
be made easier. In inter-problem adaptation, the next problem’s dif-
ficulty is modified based on the learner’s performance on the last
problem. This paper reports on the first observational studies of five
undergraduate students and 11 secondary teachers solving both
intra-problem adaptive and non-adaptive Parsons problems. It also
reports on a log file analysis with data from over 8,000 users solving
non-adaptive and adaptive Parsons problems. The paper reports on
teachers’ understanding of the intra-problem adaptation process,
their preference for adaptive or non-adaptive Parsons problems,
their perception of the usefulness of solving Parsons problems in
helping them learn to fix and write similar code, and the effect
of adaptation (both intra-problem and inter-problem) on problem
correctness. Teachers understood most of the intra-problem adapta-
tion process, but not all. Most teachers preferred adaptive Parsons
problems and felt that solving Parsons problems helped them learn
to fix and write similar code. Analysis of the log file data provided
evidence that learners are nearly twice as likely to correctly solve
adaptive Parsons problems than non-adaptive ones.
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1 INTRODUCTION
Learning to program can be difficult. Drop out and failure rates in
many introductory computing classes at the college level are high
with an average pass rate worldwide of only 67% [7, 40]. Novices
have spent many frustrating hours trying to figure out why their
program does not compile [6]. College students that encounter
errors while programming experience negative emotions that can
impact their self-efficacy [28]. Negative experiences in courses tend
to affect women more than men, which may be one reason that
women are underrepresented in computing [16, 30].

Parsons problems may help novices learn to recognize and fix
common errors as well as learn common algorithms. In a Parsons
problem the correct code to solve a problem is provided, but is
divided into blocks of statements, and the blocks are mixed up [31].
The blocks must be placed in the correct order as shown in Figure 1.
Problems can also contain additional blocks called distractors, which
are not needed in a correct solution. These distractors may contain
common syntactic or semantic errors. Two-dimensional Parsons
problems also require the learner to indent the blocks correctly [26].
Some languages, like Python, use indentation to indicate the body
of a block for control structures.

Figure 1: A two-dimensional Parsons problemwith the solu-
tion on the right and a distractor on the left

.

Prior research on Parsons problems embedded in a free ebook
showed that while most students successfully solved the Parsons
problems (80 - 90%), some students gave up and never solved them
[20]. Unsuccessful practice is not conducive to learning [9]. It can
lead to frustration [28] and lower self-efficacy [5]. The goal is to
keep the learner in Vygotsky’s zone of proximal development (ZPD)
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[39]. The zone of proximal development is defined as the difference
between what a learner can accomplish with help versus without
help. Learning is optimized in the ZPD because the problem is
challenging for the learner, but not frustrating.

Intelligent tutoring systems (ITS) also attempt to keep the learner
in the zone of proximal development [1], but these systems take a
long time to develop [12] and are not widely used [2]. Conversely,
a Parsons problem can be created in minutes and thousands of stu-
dents are already solving them in free interactive ebooks. Ericson
invented two types of adaptation for Parsons problems to optimize
learning. In intra-problem adaptation if the learner is struggling to
solve the current problem, it can dynamically be made easier. In
inter-problem adaptation the difficulty of the next problem is modi-
fied based on the learner’s performance on the previous problem.

This study attempted to answer the following research questions:
• RQ1: Do learners understand the intra-problem adaptation
process?

• RQ2: Do learners prefer adaptive or non-adaptive Parsons
problems?

• RQ3: Do learners perceive that solving Parsons problems
with distractors helped them learn to fix code with similar
errors and write similar code?

• RQ4: What is the effect of adaptation (both intra-problem
and inter-problem) on learners’ ability to correctly complete
Parsons problems?

This paper uses both qualitative and quantitative methods to
study the affect and effect of non-adaptive Parsons problems and
adaptive Parsons problems. It used an observational study to answer
RQ1 - RQ3 and a log file analysis to answer RQ4. It reports on 1) the
first observational studies of undergraduate students and secondary
teachers solving intra-problem adaptive Parsons problems. It also
reports on 2) a log file analysis of over 8,000 users who solved
adaptive (both intra-problem and inter-problem) and non-adaptive
Parsons problems in two free interactive ebooks. The observational
studies were part of a series of studies for a dissertation on the
effectiveness and efficiency of solving adaptive and non-adaptive
Parsons problems [18, 19, 21].

2 RELATEDWORK
Practice is crucial in developing expertise [33, 36]. However, it needs
to be the right kind of practice. It is possible to spend many hours
practicing without any improvement in ability. It is important to
help learners succeed during practice because unsuccessful prac-
tice is not conducive to learning [13]. Novice programmers have
reported spending hours trying to find a simple syntax error in a
program [6].

During learning new information must be processed in work-
ing memory and then added to the knowledge representations
(schemas) that exist in long-term memory [35]. However, cognitive
load theory posits that working memory has a limited capacity, and
if that capacity is needed entirely to process new information, it
cannot be used to build schemas [34]. Instructional material can be
designed to reduce cognitive load. Parsons problems, as a type of
code completion problem, should have a lower cognitive load than
a problem that requires the learner to write the code from scratch,
because the problem space is more constrained [37].

2.1 Adaptive Practice
Dynamically adaptive practice, where the practice problems are
adapted based on the learners prior performance, improves learn-
ing, takes less time, and increases engagement compared to non-
adaptive practice problems [11]. Successful adaptive practice should
keep the learner in Vygotsky’s zone of proximal development,
which is optimal for learning [8].

Intelligent tutoring systems (ITS) also try to keep the learner
challenged, but not frustrated [1]. They include both an inner loop
and outer loop [38]. The inner loop executes once per step taken
by a student when solving a problem and provides feedback and
hints. This is similar to intra-problem adaptation, except that the
hints in adaptive Parsons problems are implicit rather than explicit.
The inner loop can also be used to assess the student’s mastery of
concepts and update the student model, which is used by the outer
loop to select the next problem based on the student’s performance.
This is different than inter-problem adaptation, which does not
select the next problem based on the student’s past performance,
but instead modifies the difficulty of the next problem.

2.2 Research on Parsons Problems
Knowing the features that make Parsons problems more or less
difficult is essential for successful adaptation. Several researchers
have studied the impact of distractors in Parsons problems. These
studies provided evidence that Parsons problems with distractors
are harder to solve than those without distractors [23, 24], that vi-
sually pairing a distractor block and its corresponding correct block
makes the problem easier [15], and that adding more distractors
makes a problem harder [15]. Several studies have indicated that
providing the indentation or structure of the problem makes the
problem easier, while requiring the learner to provide the indenta-
tion makes the problem harder [15, 26]. Increasing the number of
blocks in a Parsons problem increases the difficulty of the problem,
since it increases the number of possible combinations.

3 OBSERVATIONAL STUDY MATERIALS
The observational study used the first five chapters of a free online
teacher ebook for the Advanced Placement (AP) Computer Science
Principles (CSP) course [17]. The AP CSP course is offered in sec-
ondary schools and is intended to be equivalent to a college level
course in computer science for non-majors. This course includes
basic programming concepts such as variables, loops, conditionals,
and functions. The teacher ebook was created to provide secondary
teachers with free professional development in order to increase
their knowledge of programming and confidence in their ability
to teach programming [17]. To create sufficient material for this
study, Ericson added material to chapter five from the later ebook
chapters on loops and nested loops and also created new Parsons
problems.

Two versions of chapter five of the ebook were created, each with
10 intra-problem adaptive Parsons problems and 10 non-adaptive
Parsons. The only difference between the two versions was which
Parsons problems were adaptive. In one version the sequence was
"ANNAANNAANNAANNAANNA" where "A" means adaptive and
"N" means non-adaptive. In the other version the sequence was
"NAANNAANNAANNAANNAAN". Notice that if a problem is
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adaptive in one version, it is non-adaptive in the other version.
Within the ebook content, problems were grouped into pairs of
adaptive and non-adaptive (after the first problem), for future tests
of inter-problem adaptation, since inter-problem adaptation only
affects the next adaptive Parsons problem. Participants were ran-
domly assigned to one of the two versions of the ebook.

Chapter five included Parsons problems, fix code problems, and
write code problems. In a fix code problem the learner must fix
errors in the code as shown in Figure 2. One of the write code prob-
lems is shown in Figure 3. There were several Parsons problems
with distractors, before two fix code problems, which were followed
by a write code problem. The distractors included common errors
such as the wrong case, unmatched parentheses, missing paren-
theses, and missing colons. The goal was to use distractors in the
Parsons problems to help novices learn to recognize and fix the
types of syntax errors that experts easily fix, but that can cause
novices hours of frustration [6].

Figure 2: One of the fix code problems with four errors.

Figure 3: One of the write code problem

4 ADAPTIVE PARSONS PROBLEMS
The observational study only used intra-problem adaptation since
it is visible to the learner and initiated by the learner. Inter-problem
adaptation happens automatically before the next problem is pre-
sented to the learner, which means that it is invisible to the learner.
Both types, intra-problem and inter-problem adaptation were used
in the adaptive Parsons problems in the log file analysis.

4.1 Intra-Problem Adaptation
In intra-problem adaptation, if the learner is struggling to solve
the current Parsons problem it can dynamically be made easier
by disabling distractors, providing indentation, and/or combining
blocks. Adaptation was only available after the learner had checked
three full solutions. A full solution has at least the required number
of blocks. When the learner clicked the Check Me button to check
an incorrect solution for the third time an alert notified the user that
help was available. The learner had to click on the Help Me button

to initiate the adaptation. If the learner clicked on the Help Me
button before completing three full attempts, an alert was shown
that said that, "You must make at least three distinct full attempts at
a solution before you can get help".

When the learner initiated an adaptation, an alert notified the
user which type of change it was about to perform: disable a distrac-
tor, provide indentation, or combine two blocks. The change did not
occur until the learner clicked the Close button on the alert window.
This was intended to help the learner understand and track the
change. Only one change was made each time the user clicked on
the Help Me button. The system would disable a distractor, provide
indentation, or combine two blocks into one.

Figure 4 shows a Parsons problem when it is first displayed. This
problem has four distractor blocks shown paired with the correct
code blocks. Notice the purple edges that pair the correct code
block and the incorrect (distractor) code block. The correct code is
randomly shown above or below the distractor block. This problem
asks the learner to stamp three turtle shapes in a line. The learner
constructs the solution on the right side.

Figure 4: Problem 13 in the experiment with four distractor
blocks shown paired with the correct code blocks.

If the learner had made at least three full attempts at a solution
when trying to solve this problem, the learner could ask for help. If
help (adaptation) was requested and any distractor was still enabled
it would disable a distractor, meaning that it grayed out over time
and would not respond to further attempts to move it as shown in
Figure 7. If the distractor was in the solution area, it would first
move slowly from the solution area on the right to the source area
on the left as shown in Figure 5 before being disabled. Animation
is useful for grabbing attending and conveying a change over time
[4, 10].
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Figure 5: A distractor (missing colon) moving back to the
source area on the left from the solution area on the right

If the distractor was originally shown paired with the correct
code, and that correct code block was still in the source area on the
left, then the distractor was again paired with the correct code as
shown in Figure 6. This was an implicit hint that the learners should
use the paired correct block rather than the disabled distractor. If
no distractors were used in the solution, it would disable (gray out)
a distractor in the source area on the left.

Figure 6: A distractor (missing colon) after it has been paired
with the correct code block on the left and disabled (grayed
out)

If the user asked for help and there were no active distractors,
indentation was provided as shown in Figure 7. Space was slowly
added to the left before the code. After indentation was provided
the blocks could no longer be indented by the learner.

If the user asked for help when there were no active distractors
and indentation was not needed or had already been provided, then
two blocks were combined into one. The block that was about to
be added below another block slowly moved into place. The blocks
were then redrawn as one block as shown in Figure 8. This type of
adaptation would only happen if there were more than three blocks
left. In a problem with three blocks, there are only six possible
combinations. Since the first block of the solution is usually in the
correct position, this means that there are really only two possible
combinations to try.

4.2 Inter-problem Adaptation
Inter-problem adaptation was added to the adaptive Parsons prob-
lem software after the observational study. In inter-problem adap-
tation the user’s performance on the previous problem is used to

Figure 7: User provided indentation on the left and after in-
dentation has been provide on the right.

Figure 8: After the shape and penup blocks have been com-
bined into one block.

modify the difficulty of the next problem. If the learner solved
the last Parsons problem in only one attempt, then the next Par-
sons problem was made more difficult by un-pairing distractors
(randomly mixing them in with the correct code) and by using all
available distractors as shown in Figure 9.

If it took the learner four or five attempts to solve the last Parsons
problem, then on the next problem the distractors would be shown
paired with the correct code blocks as shown in Figure 4. If it took
the learner six to seven attempts to solve the last problem, then
50% of the available distractors were removed and the remaining
distractors were shown paired with the correct code blocks on the
next problem. If it took the learner eight or more attempts to solve
the last problem, then all distractors were removed from the next
problem as shown in Figure 10. Inter-problem adaptation is similar
to the outer loop of intelligent tutoring systems, which chooses
the next problem from a set of possible problems based on the
user’s prior performance. However, in inter-problem adaptation
the difficulty of the next problem is modified rather than which
problem is next.
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Figure 9: Parsons problem with all distractor blocks ran-
domly mixed in with the correct code blocks.

Figure 10: Parsons problem without any distractor blocks.

5 PILOT STUDY
To test that the study materials were the right level of difficulty,
three undergraduate students were observed as they individually
worked through the materials. The undergraduates received five
points of extra credit for taking part in the study. They had all pre-
viously taken an undergraduate CS1 course in Python, so they were
more experienced than the intended audience. None of the three
students used the adaptation, which indicated that the problems
might be too easy. Four of the Parsons problems were dropped
since the students solved those problems easily. More distractors
were added to the remaining problems and half of the problems
were changed to randomly mix in the distractor blocks with the
correct code blocks, in order to make the problems harder. Ericson
observed two more undergraduate students and found that these

students used the adaptation. This indicated that the problems were
at a level of difficulty that would make it likely that the teachers,
who had less textual programming experience than the students,
would also need to use intra-problem adaptation to solve at least
some of the problems.

6 OBSERVATIONAL STUDY
Observations provide rich details on individual learners’ under-
standing and perceptions. The goals for this study were to 1) check
if the learners understood the intra-problem adaptation process
and could make use of the implicit hints provided by the adapta-
tion, 2) determine learners’ preference for adaptive or non-adaptive
Parsons problems, and 3) understand learners’ perception of the
usefulness of solving Parsons problems with distractors for helping
them learn to fix and write similar code.

This was a within-subjects observational study of 11 teachers
with less than three months of textual programming experience.
They were randomly assigned to one of two versions of chapter
five of an ebook for teachers. The only difference between the two
versions was which Parsons problems were adaptive.

6.1 Recruitment
Ericson sent email to a list of over 500 secondary teachers and
also sent email to other instructors who lead teacher professional
development to ask them to forward the email to their participants.
The email stated that the study was for teachers with less than
three months of textual programming experience over the last two
years. Teachers who completed the study earned a $75 gift card.
Teachers had to complete the first four chapters of the ebook on
their own and then were observed as they worked through the fifth
chapter. They were asked to complete the first four chapters by the
end of August 2017.

6.2 Procedure
Interested teachers first gave consent online. Next they filled out a
survey, which asked for demographic information including gender,
age, race, certification/license, number of years teaching and the
number of years teaching computing courses. This information is
shown in Table 1. The survey also asked if they had less than three
months of textual programming experience, and their familiarity
with computing concepts such as variables, loops, conditionals, and
lists. Qualified teachers were randomly assigned to one of the two
versions of the study ebook and were sent an email welcoming them
to the study. The email contained the URL for the study ebook, their
login, and their password. Theywere instructed towork through the
first four chapters on their own and then contact Ericson to arrange
for a two-hour observation using the Zoom videoconferencing
software. Teachers were sent an email every week, which reminded
them that they could quit the study at any time. They were also
asked to contact Ericson to arrange an observation when they had
completed chapter four.

Twenty-six teachers applied to be in the study. Some of these
had more than three months experience in a textual programming
language and were disqualified. Some teachers had years of experi-
ence teaching computing courses, but did not have at least three
months of experience in a textual programming language. This
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experience could have been in other courses like web design or in
block-based languages. Eighteen teachers enrolled in the study, but
five withdrew from the study because they did not think that they
had time to finish before the deadline. Another two teachers did
not complete the first four chapters in time. This paper is reporting
on the 11 teachers (five in one group and six in the other) that were
observed working through two versions of the fifth chapter. The
two-hour observations were recorded with the teachers’ consent.
The videos from the recordings were transcribed.

Table 1: Teacher id, gender, race, age, certification/license,
and years teaching computing/IT courses

Id M/F Race Age Certification/License Years
T1 F White 40 Business 10
T2 F White 26 Biology 0
T3 F White 30 English, Math and Science 1
T6 F Hispanic 55 Math 1
T8 M Arab 37 Biology and Chemistry 2
T9 M White 33 History, English, and Tech. 2
T10 M White 42 Instructional Tech. 15
T11 M White 42 Language Arts and CS 0
T13 M White 43 No Answer 1
T14 F Asian 26 Math 1
T18 F White 59 Math - Alt. 1

As you can see in Table 1 the majority of the teachers identified
as white (63%), female (55%), and had been teaching computing
courses for two years or less (82%). The teachers came from seven
different states in the United States. Eight of the teachers (73%)
had prior experience in Scratch [29]. The rest had experience in
App Inventor [41], Java [3], Alice [14], JavaScript [22], Squeak [27],
Snap [25], and Python [32]. Eight teachers (73%) had less than one
year of experience programming in a drag and drop environment.
Nine of the teachers (82%) had used variables and conditionals in a
program. Seven of the teachers (64%) had used a loop in a program.

6.3 Use of Intra-Problem Adaptation
Of the 11 teachers, seven (63%) used the intra-problem adaptation
by clicking the Help Me button at least once during the two-hour
observation as shown in Table 2 (T1, T6, T9, T10, T11, T14, and
T18). Three teachers (T1, T6, and T9), used the adaptation on four
problems. Four teachers used the adaptation on problem 13 (T18,
T1, T9, and T14). Table 2 shows the problem id with a short descrip-
tor, the number of blocks followed by the number of distractors in
parentheses, and then the teacher id followed by dash and then a
code for the last type of adaptation that was used (D is distractor
disabled, I is indentation provided, and C is combined blocks). The
number after the code is the number of times that type of adapta-
tion was used before the teacher correctly solved the problem. For
example, T1 and T9 were both able to solve P1 (draw an L) after
just one distractor was removed. T9 was able to solve P4 (draw an
A) after one block was combined with another. Teacher T1 was able
to solve P9 (draw a rectangle) after four distractors were disabled.
T6 was able to solve P11 (draw a spirograph type pattern) after the
indentation was provided. As you can see from this table, some

teachers used the adaptation more than others and teachers were
able to solve a problem after each type of adaptation.

Two teachers did not solve one of the non-adaptive problems.
Teacher T9 gave up on problem 11 after 11 attempts saying, "I don’t
know what I am doing on this one." He had the block that starts with
setting the color to blue in the outer loop and the block that starts
with setting the color to red in the inner loop as shown on the right
side in Figure 11 and they should be swapped. Teacher T6 gave up
on P16 after 15 attempts to solve it and asked, "Why isn’t it letting
me do the help?" She was missing one of the for loops in a nested for
loop problem and had added an extra left turn instead. See Problem
16 in Figure 12.

Figure 11: Problem 11 (P11) in the teacher observations.

Table 2: The problems that teachers successfully solved after
using adaptation.

Id Descriptor # Blocks (# Dis.) Teachers & Last Adaptation
P1 L 7(4) T1-D1, T9-D1
P4 A 7(4) T9-C1
P6 N 7(4) T6-D1
P7 F 7(4) T6-C1
P9 Rectangle 6(4) T1-D4
P11 Spiro 6(3) T6-I, T10-C3, T11-C3
P13 Line 7(4) T18-D1, T1-I, T9-C1, T14-C1
P15 X 9(4) T6-C2
P16 Squares 9(4) T1-C3, T9-C4

6.4 An In-Depth Look at Problem 13
To examine understanding of the adaptation process, it is helpful
to take an in-depth look at one problem. Four teachers used the
adaptation on P13 shown in Figure 4, which was the largest number
of teachers who used the adaptation on any problem. Problem
13 was also the only problem that was solved after each type of



Investigating the Affect and Effect of Adaptive Parsons Problems Koli Calling ’19, November 21–24, 2019, Koli, Finland

Figure 12: Problem 16 (P16) in the teacher observations.

adaptation. Problem 13 asked the learner to stamp three turtle
shapes in a line. The distractor blocks had common syntax errors
like the wrong case, missing parentheses, missing quotes for the
string "turtle", and a missing colon at the end of the for statement.

6.4.1 Solving the problem after a distractor was disabled. Teacher
T18 solved this problem after one distractor was removed. Her first
solution was missing the block to set the turtle shape. She said, "I
don’t have my other program to look at to see if I have to put a shape
turtle in there. I am just going to run this and see what happens." This
is interesting because it indicates that she did not realize that the
correct and incorrect blocks were shown paired with purple edges
outlining the pair as shown in Figure 4, since that should have been
a clue that she needed to use at least one of the two shape blocks.
The solution check told her the solution was too short and that she
needed to add more blocks. She said, "I think I must need the shape
in there somewhere." She added the correct shape block.

When she checked her solution the software highlighted the
distractor stamp block (the one that was missing the parentheses)
as needing to be moved or replaced. She tried moving the stamp
block before the forward block, but that was still wrong. The alert
then said that help was available. She clicked on the Help Me button
and an alert said that it would remove (disable) an incorrect block.

She clicked on Close and the distractor stamp block moved slowly
back to the source area on the left and was paired again with the
correct stamp block and then grayed out. She said, "Ah, okay I
need the one with the thing [parentheses]. Oh gosh, I should have
noticed that." As mentioned earlier, experts pick up on details like
missing parentheses that novices do not [13]. This example shows
that this teacher understood the implicit hint provided by moving
the distractor back to the source and pairing it with the correct
code block before graying it out. In fact, all of the teachers in the
observation study immediately moved the correct code block to the
solution after the system disabled a distractor block that had been
used in the solution.

6.4.2 Solving the problem after the indentation was provided. Teacher
T1 solved this problem after all the distractors were disabled and
the indentation was provided. She clicked on the Help Me button
four times to disable the four distractors, but she had not used any
of them in her solution. Then she clicked on the Help Me button
again and the alert said that indentation would be provided. She
clicked on the Close button and space was slowly added before the
text in the blocks to provide the indentation as shown in Figure
7. Notice that the penup block should not be in the loop since it is
not indented. This should have been an implicit hint to move that
block outside the loop. However, this teacher did not understand
this implicit hint.

After the indentation had been provided, she picked up the stamp
block and tried to indent it, but could not. She then asked Ericson,
"So these last three [blocks] aren’t supposed to be indented?" Ericson
answered, "Not the penup." She then said, "But, these two are?" and
moved her cursor over the stamp and forward blocks. Ericson an-
swered, "So, what it did was provide the indentation." She then moved
the penup block before the loop and checked her solution. The last
block was highlighted as needing to be moved. She then moved the
forward before the stamp and that solution was correct. She had
not realized that she should pick up the pen using the penup block
before the turtle moved forward or it would draw a line when the
turtle moved, even though the example before this problem showed
the penup block before the loop.

Other teachers also put the penup block in the loop and were not
able to solve the problem until after code blocks had been combined.
This indicates that novice users may not be able to use the implicit
hint given by providing the indentation.

6.4.3 Solving the problem after combining blocks. Teacher T9 origi-
nally dragged the penUp (wrong case) distractor into his solution,
but then immediately moved it back to the source and dragged out
the correct penup block instead. This distractor was shown paired
with the correct code as shown in Figure 4 and this implies that
the pairing helped him focus on what was different between the
two blocks. He then checked a solution that did not include the
block to set the turtle shape, and was told that the solution was too
short. He, like teacher T18, did not seem to realize that because the
distractor and correct blocks were shown in pairs, he should use at
least one of the two blocks in the pair to set the shape.

After being told that the solution was too short, he dragged in
the distractor block for setting the shape (the one that was missing
the double quotes around the string). When he checked the solution,
it highlighted the distractor and two blocks in the loop that had
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to be moved for a correct solution. Like teacher T1, he also had
included the penup block in the loop, even though the previous
example had shown it before the loop.

He used the Help Me button to disable all of the distractor blocks
and provide the indentation. After the indentation had been pro-
vided, he started to move the penup block, but stopped and clicked
the Help Me button again, which moved the penup block below the
shape block and then combined them as shown in Figure 8. The
problem was now correct. This example shows that this teacher
found the combining of two blocks into one block useful for helping
him solve the problem.

6.5 Preference and Perception of Usefulness
If the teacher never used the adaptation during the observation,
Ericson demonstrated it after the teacher had finished working
through the fifth chapter. The teacher was asked 1) What type of
Parsons problem did the teacher prefer (adaptive or non-adaptive)
and 2) Did the teacher feel that solving Parsons problems helped
them learn to fix or write similar code?

Nine (81.8%) of the eleven teachers said that they preferred adap-
tive to non-adaptive Parsons problems. One of the teachers still
wanted help, but she suggested providing an example or providing
audio feedback instead. She was worried that the intra-problem
adaptation could become a "crutch" and that some students might
abuse it. Another teacher said that the adaptation messed him up.
He was confused when the distractors that he had not used in his
solution were disabled. His attention was on his solution on the
right, not the source area on the left. After this study, the adaptation
process was changed to only disable distractors that had been used
in the solution.

All of the teachers said that they felt that solving Parsons prob-
lems with distractors helped them when they had to fix code with
the same type of errors as the distractors. One teacher said, "Yes, it
kept reminding me. Hey, that requires a colon, that requires paren-
theses, that requires lower case or upper case. That is what I was
struggling with in the beginning." All of the teachers said that they
felt that solving Parsons problems with distractors also helped them
when they had to write code from scratch. One teacher said, "I had
made a mistake with one [problem] and then went back to switch it
[the distractor block for the correct block]. I realized that okay, the
only difference there is that it is capitalized, or I left a parenthesis off
or something."

During the observations several teachers used a distractor that
was missing the colon at the end of a for loop. One teacher even
asked why there were two of the exact same block in the source area.
That teacher didn’t notice that one block was missing the colon.
The first fix code problem also was missing a colon at the end of
a for loop and all of the teachers quickly found that error. This
provides evidence that solving Parsons problems with distractors
with common syntax errors can help novice programmers learn to
spot and fix common syntax errors.

7 TESTING ADAPTATION AT SCALE
While observations can provide an in-depth look at learners’ under-
standing of the adaptation process, they do not provide sufficient

evidence of the effect of intra-problem and inter-problem adap-
tation on learners’ ability to successfully solve Parsons problems.
Quantitative data derived from logs of user interactions can provide
this evidence.

The log file was an anonymous log file with all the user and
institution information replaced with numbers. The log file con-
tained data from two free ebooks from 8/13/2017 to 10/31/2018.
Users of these ebooks are notified that their usage data will be
used for educational research. One ebook was for AP CSP and the
other for AP CSA. The AP CSP course is intended to be equivalent
to a first computer science course for non-majors. It covers pro-
gramming basics in Python including variables, conditionals, loops,
and functions. The AP CSA course is intended to be equivalent to
a first course for computer science majors at the college level. It
covers object-oriented programming in Java and includes program-
ming fundamentals, arrays (1D and 2D), lists, recursion, searching,
sorting, inheritance, interfaces, and polymorphism.

The Parsons problems used in the observation study were added
to the public version of the Advanced Placement (AP) CS Principles
(CSP) ebook. It is interesting to examine the log file data for just the
Parsons problems that were used in the observational study. These
Parsons problems were in pairs of problems of similar difficulty
where one of the pair was adaptive and the other was not. Table 3
shows the problem id, a short descriptor, whether the problem was
adaptive, the number of users who attempted the problem, and the
percentage of users who got the problem correct.

Table 3: Problem Id, descriptor, whether the problem was
adaptive, the number of users who attempted the problem,
the percentage of users who got the problem correct

Id Description Adaptive? Num. attempted % correct
P1 L N 839 83.75%
P2 Check Y 708 93.27%
P3 T Y 668 92.76%
P4 A N 592 79.11%
P5 Z N 548 93.17%
P6 N Y 501 94.46%
P7 F Y 488 93.05%
P8 A2 N 425 93.51%
P9 Rectangle N 297 82.86%
P10 Triangle Y 238 96.60%
P11 Spiro Y 247 93.72%
P12 Spiro2 N 196 91.75%
P13 Line N 212 89.22%
P14 Circle Y 191 91.49%
P15 X Y 194 90.96%
P16 Squares N 165 77.22%

The average percentage of users who got the non-adaptive Par-
sons problems correct was 86.32% with a standard deviation of 6.44.
The average for the adaptive Parsons problems was 93.29% with
a standard deviation of 1.75. This provides evidence that a higher
average percentage of users correctly solved adaptive Parsons prob-
lems than non-adaptive Parsons problems.
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Table 4 shows the percentage of users who used adaptation
on these problems varied from 9.7% for problem P2 to 44.7% for
problem P15. It also shows that the percentage who used adaptation,
but never got the problem correct ranged from 10% to 16.4%. This
indicates that the adaptation process could be improved.

Table 4: Problem Id, descriptor, the number of users who
used adaptation (the percentage of users), number of users
who used adaptation, but never solved the problem (the per-
centage of users who used the adaptation, but did not solve
the problem)

Id Descriptor # Used Adaptation (%) Never Solved (%)
P2 Check 66 (9.7%) 10 (15.2%)
P3 T 149 (23.0%) 16 (10.7%)
P6 N 61 (12.5%) 10 (16.4%)
P7 F 84 (17.7%) 12 (14.3%)
P10 Triangle 26 (11.1%) 4 (15.4%)
P11 Spiro 79 (33.1%) 8 (10.1%)
P14 Circle 70 (37.2%) 7 (10.0%)
P15 X 84 (44.7%) 11 (13.1%)

7.1 Adaptation Increases the Odds that Users
will Correctly Solve the Problem

To test if ebook users were more likely to correctly solve adaptive
Parsons problems than non-adaptive Parsons problems, an analysis
was performed with all 154 Parsons problems in both the AP CSP
ebook (97 adaptive problems, 9 non-adaptive problems) and the
AP CS A ebook (14 adaptive problems, 34 non-adaptive problems).
This analysis included 8,675 unique users who attempted to solve
one or more Parsons problems.

Other factors besides the adaptation could contribute to students’
ability to get these problems correct. The analysis controlled for
the effect of the problem, the user, and the ebook they were using.
The problem and the user were modeled as random effects, while
the book was modeled as a fixed effect.

In order to accommodate both fixed and random effects, as well
as categorical data, a generalized linear mixed model was used. The
dependent variable was whether the user got the problem correct or
not, and the predictors were whether the problem was adaptive or
non-adaptive, the problem id, the user id, and the ebook being used.
The glmer function in R was used to fit the model using maximum
likelihood (Laplace Approximation).

The coefficient for adaptiveness was 0.69, whichwas significantly
different from 0 (p = 0.005). Since adaptiveness is a binary variable
(the problem was either adaptive or non-adaptive), 0.69 is the log
odds ratio of correctness for adaptive problems compared to non-
adaptive problems. Transforming this coefficient from the log odds
ratio to the odds ratio gives the result that ebook users were 1.99
times as likely to get a problem right when the Parsons problem
was adaptive than when it was not.

8 DISCUSSION
RQ1: Did the learners understand the intra-problem adapta-
tion process? The observational study provided evidence that the

teachers understood part of the adaptation process, but not all of it.
Teachers understood when a distractor that they had used in their
solution was disabled (animated moving back to the source area on
the left and then grayed out), but not when a distractor that they
had not used was disabled (just grayed out). After this study the
adaptation process was modified to no longer disable distractors
that were not used in the solution. Most teachers did not seem to
understand the implicit hint given by providing the indentation.
Perhaps this type of adaptation could be removed. Teachers did
understand when two blocks were combined into one (one block
was moved slowly under the other and then the two blocks were
redrawn as one block).

RQ2: What type of Parsons problem did learners prefer?
Nine (82%) of the 11 teachers preferred adaptive Parsons problems to
non-adaptive Parsons problems. One teacher still wanted help, but
wanted a different type of help. The other teacher did not like the
adaptation because he was confused by the disabling of distractors
that he had not used in his solution.

RQ3: Did the learners perceive that solving Parsons prob-
lems helped them learn to fix and write similar code? All of
the teachers reported that solving Parsons problems helped them
when they had to fix code with similar errors to the distractors or
write similar code. They felt that the distractors helped them learn
to recognize common syntax errors. They also said that the Parsons
problems helped them learn common sequences.

RQ4: What was the effect of the type of Parsons problem
on the learners ability to correctly complete the problem?
The log file analysis of over 8,000 users shows that users are almost
twice as likely to get an adaptive Parsons problem correct than a
non-adaptive one.

9 THREATS TO VALIDITY
The observed participants’ actions and perceptions may have been
influenced by knowing that they were being observed. Other stud-
ies should be done to test the reported perceptions. This study only
reports on observations of secondary teachers from the United
States. The results may differ for teachers from other countries. The
log file analysis does not break out the effect of intra-problem adap-
tation versus inter-problem adaptation. More studies are needed to
determine the effect of each type of adaptation on learners’ ability
to correctly complete problems. Learners may have used the adap-
tation to correctly complete a problem, but may not have learned
much in the process. However, in another study, learners had equiv-
alent learning gains from pretest to posttest after solving adaptive
Parsons problems versus non-adaptive Parsons problems versus
writing the equivalent code [19]. The learners who solved adap-
tive Parsons problems had significantly higher learning gains than
learners in an off-task control group [19].

10 CONCLUSION
This paper is the first to report on an observational study of intra-
problem adaptive Parsons problems in which the difficulty of the
problem was dynamically reduced by disabling distractors, provid-
ing indentation, and combining blocks. It provides evidence that the
secondary teachers understood what was happening when distrac-
tors were disabled that they had used in a solution, but not when
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distractors were disabled that they had not used. In addition, not all
teachers were able to use the implicit hints given by providing the
indentation. These findings resulted in changes to the adaptation
process. Distractors that have not been used in the solution are no
longer disabled.

Teachers perceived that solving Parsons problems with distrac-
tors helped them learn to recognize and fix common syntax errors.
All of the teachers reported that solving Parsons problems with
distractors helped them learn to fix and write code. Perception is im-
portant since a positive perception is likely to increase motivation.
However, more research should be done to test these perceptions.

Finally, a log file analysis of data from over 8,000 users showed
that learners are nearly twice as likely to correctly complete an
adaptive Parsons problem than a non-adaptive one. This indicate
that adaptation is successfully helping learners correctly solve Par-
sons problems.

These results suggest that using adaptive Parsons problems could
reduce the frustration that many novices feel when learning pro-
gramming, and perhaps improve retention rates in college-level
introductory programming courses. We encourage researchers to
test these hypotheses.
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