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Abstract

In this paper we consider the problem of allocating bandwidth/server to multiple user trans-
mitters/queues with identical but arbitrary arrival processes, to minimize the total expected holding
cost of backlogged packets in the system over a finite horizon. The special features of this problem
are that (1) packets continuously arrive at these queues regardless of the allocation decision, (2)
there is a large delay between when the allocation decision is made and when the allocation is
used, thus decisions can be viewed as based on delayed or obsolete state information/observations;
and (3) the bandwidth allocation is in batches of time slots so that each queue can be assigned any
number of slots not exceeding the total number in a batch. This problem is motivated by channel
allocation in a communication system involving large propagation delay, e.g., a typical satellite
data communication scenario. This problem can be cast as a special case of the restless bandit
problem with multiple plays with the additional properties that the state observation is imperfect
and that each queue can be served multiple times in between two decision epochs. We identify two
sufficient conditions which jointly define a class of policies that are optimal. We further show that
under very mild assumptions on the arrival process these two conditions are also necessary for the
optimality of a policy. Without these assumptions on the arrival process the two conditions are not
in general necessary, which we show via two examples.

Index Terms

Resouce allocation, multi-armed bandit, restless bandit, optimal policy

I. INTRODUCTION

In this paper we study a problem of optimally allocating bandwith (or servers) to parallel queues
with identically but arbitrarily distributed arrival processes. Special features of this problem are that
servers can be assigned in batches, i.e., multiple servers can be allocated to the same queue at a
time, and that there is a significant delay between when the allocation decision is made and when the
queues are being served, i.e., allocation decision is based on obsolete or delayed state observations.

This optimal bandwidth allocation problem is primarily motivated by communication systems
that have large propagation delay, e.g., a typical data communication scenario in a satellite network
as illustrated in Fig. 1. Users/terminals transmit packets to the Network Operating Center (NOC)
via the satellite. The data communication link from users to the satellite, also known as the return
channel, follows a dynamic TDMA schedule. Each user is assgined/allocated a certain number of
dots within a frame that consists of a fixed number of slots. A user can only transmit within its
assigned slots during every frame. A user also inform the NOC of its current queuing situation (e.g.,
number of backlogged packets) carried either in packet headers or in a special packet at the beginning
of its transmission. The assignment/allocation could be determined either by the satellite or by the



NOC, and is broadcast to the users over a forward channel, which is separate from (noninterfering
with) the return channel. An allocation specifies which slot in the upcoming frame is reserved and
to be used by which user. Under such a scenario, due to the long propagation delay of the satellite
channel (250 ms from ground/user to satellite and back, or 500 ms from ground/user to ground/NOC
via satellite and back), the allocation decision for a particular frame is made based on the backlog
information collected during the the previous frame, which is delayed and partially “obsolete” by the
time the allocation is used since by that time the backlog situation may have changed. This results in
possible over-allocation or under-allocation. Therefore in this case the allocation needs to take into
account unknown random arrivals that occur in between observations or state information updates.

Y Y User terminals

Fig. 1. The saatellite communication scenario

Similar resource allocation problems also arise in systems where resource allocation is done
relatively infrequently compared to packet transmission time, due to cost or design constraints.

In this paper we assume backlogged packets incur a holding cost, and formulate an optimal
bandwidth allocation problem for the above scenario, with the objective of minimizing the expected
total packet holding cost over a finite time horizon. This objective aims at removing as many packets
as possible from the queues since packets remaining in the queue incur a cost. Alternatively it can
also be viewed as trying to maximize the total throughput (or utilization) of the channel. We identify
two conditions that charaterize a class of allocation policies, and prove their sufficiency for any
policy within this class to be optimal given the above objective. In addition, we show that under
very mild conditions on the arrival process, these two conditions are also necessary for a policy to
be optimal. Without such conditions we show via two examples that in general these two conditions
are not necessary for a policy to be optimal.

Bandwidth allocation problems have been extensively studied in the literature under various
scenarios. Here we review studies most relevant to the one investigated in this paper. Dynamic
bandwidth allocation can often be formulated as a dynamic programming problem, the solution
of which can always be obtained via numerical methods. However, to obtain a qualitative optimal
strategy/policy there is in general no unified framework. The derivation of specific strategies is often
highly dependent on the specific scenario under given assumptions.

In [1] the problem of parallel queues with different holding cost and a single server was consid-
ered, and the simple cu rule was shown to be optimal.

[2], [3], [4] considered the server allocation problem to multiple queues with varying connectiv-
ity but of the same service class. Each of them determined policies that maximize throughput over



an infinite horizon. In particular, [2] derived the sufficient condition for stability and has shown that
serving the Longest Connected Queue (LCQ) policy stabilizes the system if system is stablizable.

The same policy minimizes the delay in the special case of symmetric queues. [5] further consider

a similar problem but with differentiated service classes where different queues have different hold-

ing cost, with the objective being to minimize total discounted holding cost over a finite horizon.
An interesting result is that the optimality of the index rule holds when the indices are sufficiently
separated. All the above considered random connectivity of queues, but the state of the system, i.e.,

connectivity and the number of packets in each queue, is always known before server allocation is

made. In addition it is also commonly assumed that no more than one server can be allocated to

a queue at a time. [6], [7] considered the server allocation problem with the assumption that the

transmission times are asynchronous. [8] considered the problem of routing arriving packets to a set

of queues each having its own server. The structures of these problems are different from the one

examined in this paper and they lead to different solutions.

Another set of related problems are the bandit problems. The multi-armed bandit problem is
concerned with the dynamic allocation of a single server to multiple projects/arms, stated in discrete
time as follows. Consider a system of N independent projects/porocesses, where at time ¢ the
state of the system is given. At any time step, we need to activate one of the NV bandit processes.
The activated process will yield a reward as a function of its current state and it will change state
according to a Markov process. The goal is to minimize the discounted cost over an infinite horizon.
Gittins [9] proved that an index policy is optimal for this problem, where the indices are calculated
for each bandit individually as a function of their current states. The optimality of the Gittins index
rule has been shown using various techniques, see for example [9], [10], [11], [12]. For a survey
see [13] and the references therein. It is shown in [14] that the Gittins index rule is not in general
optimal for the case with multiple servers/plays, known as the multi-armed bandit problem with
multiple plays. In [15] it is shown that the index policy is optimal under certain conditions on the
reward process.

The problem studied in this paper can be cast as a special case of the restless multi-armed
bandit problem [16] with multiple plays, where the passive projects undergo state transitions even
when they are not selected. This is because in our case the backlog of each queue continuously
change as packets arrive. [16] and [17] studied the asymptotic behavior of this class of problems
when the number of arms/projects and servers are infinite with their ratio fixed. Their results do not
apply here as the number of queues and servers are finite. A general optimal solution is not known
for this class of problems. Our problem is a special case of this class of problems in that

1) The state of the system is not known at the time when the decision is made. This is due to the
large propagation delay of the satellite channel,

2) Multiple servers can be assigned to the same project/queue at one decision epoch. That is, the
allocation decision not only needs to specify which project/queue to serve (i.e., which queues
to assign slots to), but also “how much” it plays/serves (i.e., how many slots to assign to those
gueues).

The rest of the paper is organized as follows. In the next section we describe our network model
and formulate the related optimization problem. In Section I11 we define a class of policies called the
residual max-min fair policies and prove their optimality. We also derive conditions on the arrival
process under which it is necessary for an optimal policy to be residual max-min fair. In Section
IV we show via two examples that in general it is not necessary for an optimal policy to be residual
max-min fair. Section V discusses extensions and generalizations of the problem studied here and
concludes the paper.



Il. NETWORK MODEL AND PROBLEM FORMULATION

In this section we describe the network model we adopted as an abstraction of the bandwidth
allocation problem described in the previous section, and formally present the optimization problem
along with a summary of assumptions and notations.

A. The Network Model

Consider N queues that need to transmit packets to a single server/receiver and compete for
shares of a common channel that consists of time slots. Packets arrive at each queue according
some abitrary random process. We will assume that queues have identical arrival processes. Packets
from these queues are of equal length and one packet transmission time occupies one slot time. The
allocation of this channel is done once for M slots (M may or may not be greater than N), i.e.,
assignment is done in batches. These M slots together constitute a frame. Within each allocation
decision, a queue may be assigned any number of slots not exceeding M. An illustration is given in
Fig. 2. Alternatively, the above model can also be viewed as one where IV queues are being served
by M servers. Different from most of the prior work, here multiple servers can be assigned to a
single queue. When this happens, multiple packets will be served.

Slot assignment

User/Queues .

Fig. 2. The network model

The allocation decision is based on the backlog information of each queue (number of packets
waiting/existing in the queue) provided by the queues at the beginning of a frame. We will ignore the
transmission time of such information. This is reasonable since one can always increase the frame
length with dedicated fixed number of slots at the beginning for the transmission of such information,
which does not affect our discussion of optimal allocation. Based on this information an allocation
decision is made by the server/receiver and broadcast to all queues over an non-interfering channel.
This broadcast is received by the queues at the end of that frame, in time to be used for the next
frame. The same procedure then repeats, which is shown in Fig. 3. Each user advertises its buffer
size (denoted by by) to the server. The server allocates slots to be used for transmission in the next
time frame, denoted by x;, 1. This procedure starts from ¢ = 0 and ends at ¢ = T, the finite time
horizon. Note in this scenario during the first frame queues do not have allocated slots and only
start transmitting in the second frame (starting ¢ = 1). Similarly, the state information update is not
shown for the last frame (starting t = T — 1) since the horizon ends at ¢t = 7.

We assume that keeping a packet in the buffer at the beginning of a frame incurs a unit cost
across all queues. Let bi be the queue size of queue/user i at the beginning of frame ¢ and x; be
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Fig. 3. The bandwidth allocation dynamics

the slot allocation for that frame. The objective is to find an allocation policy that minimizes the
following cost function.

T N )
D
t=1 i=1

Where Fy summarizes all the information available in the beginning.

B. Assumptions
Below we summarize important assumptions underlying our network model.

1)

2)

3)

4)

5)

We assume that each user has an infinite buffer size. Without this assumption we need to in-
troduce penalty for packet dropping/blocking. This is an important extension to work reported
in this paper and will be considered in a future study.

We assume that if the allocated bandwidth for a user is greater than its buffer occupancy
(existing backlog carried over from the previous slot) at the beginning of a frame, the newly-
arrived packets during that frame cannot be transmitted using the extra slots during that frame.
This assumption is essential because the exact arrival times of the packets arriving in a frame
is random (e.g., could be toward the beginning of that frame or the end of that frame). Thus
whether an extra slot could be used for a new arrival or not depends on the position of the
allocated slot (e.g., the first slot or the last slot of the M slots in the frame), and the arrival
time of the packet. Consequently we will have to take into account different ordering of the
allocation (i.e, not only that user 7 is assigned j slots, but also which j slots within the frame).
This makes the problem very different and much more complicated. In this paper we will limit
our attention to the simpler scenario prescribed by this assumption.

We assume that all queues have the same arrival process but mutually independent. Arrivals
within each frame are mutually independent and also independent of the queue size. Relax-
ation of this assumption lead the more general model where different users have different
arrival processes. This generalization is discussed in more detail in Section V and is currently
being invesigated in a separate study.

We do not assume that the server knows the arrival process. In other words, the optimal policy
does not require the knowledge of the arrival process but it does depend on the fact that queues
have identical arrival processes and the previous assumption.

We have assumed that all queues have identical holding cost. This precludes differentiation
between queues, i.e., all queues are of the same class/priority. Extending this work to consider
different service classes is discussed in Section V.



6) The server recalls the latest allocation it has made. Note that the expected cost conditioned on
the latest allocation, say x; and buffer occupancy by is independent of arrivals that occurred
before frame ¢, (Note that b, is a Markov chain with state space {1, 2, - - - } where the transition
probabilities depend on the control action x;).

7) We will also adopt the trivial assumption that xq = 0 for the simplicity of our discussion.
It does not affect our results on optimal policy and can be easily relaxed in a straightforward
way.

C. Notations

We consider time evolution in discrete time steps indexed by t = 0, 1, - - - T', with each increment
representing a frame length. Frame ¢ refers to the frame defined by the interval [t,¢ + 1). In
subsequent discussions we will use terms frames, steps and stages interchangeably. We will also use
the terms bandwidth and dots interchangeably.

In general we will use subscripts to denote the time index and the superscripts to denote a
specific user/queue. For example § denotes the buffer occupancy at the beginning of time slot ¢ for
the i-th queue. All boldface letters represent column vectors and all normal letters represent scalars.
In additionh, if v = [vy,--- ,vn] is an N dimensional vector, then v = Zf\il v;. For example by is
an N x 1 vector representing the number of packets in each queue at time ¢, and b, is a scalar value
that represents the total number of packets in all queues at time ¢: b; = Zi]\il bi.

~ Whenever we need to distinguish two policies, we show the policy as a superscript. For example
by™ means the buffer size of the i-th queue at time ¢ under policy .

A list of notations are as follows.
b; = [bf, b7, - - - b)¥]": The column vector of all queue occupancies at time ¢.
x¢ = [z5,22,--- ,z]]': The number of packet slots (amount of bandwidth) allocated to users.

d¢ = [by_1—x¢ 1], where [w]™ takes value w or 0, whichever is greater: The number of pack-
ets in the 4-th queue at time ¢ (i.e., at the end of the (¢ — 1)** frame, or the begining of the t** frame).
This value can be completely determined by using the buffer occupancy and allocation information
of the (¢ — 1)t* frame. We will call this amount the existing backlog since this is the amount carried
over from the previous slot due to under-allocation (as opposed to new arrivals occurred during the
previous frame). Alternatively we will also call this value the amount of deterministic packets to be
distinguished from the random arrivals occurred during that frame.

a; = [a}, a2, al]’: The number of packet arrivals during frame ¢.

yt = [x¢—d¢]T: The excess bandwidth allocated to queue ¢ for random arrivals occurred during
frame ¢ — 1.

A: The average number of arrivals during each frame for each queue.

p;: The probability of I packet arrivals during a frame for a single queue. Thus Prlai =[] =
pi, Vt, 1.

Cy =T, S% | bi: The cost from time ¢ on, or the cost to go.

ditﬂL := d¢ + e; where e; is an N-dimensional vector with all entries zero except for 1 in the
i-the position.

Fi: The o-fiels induced by all information through time ¢.



I11. OPTIMAL POLICIES

In this section we will first establish two conditions that define a class of allocation policies. We
will then prove that these two conditions are sufficient for the entire class of policies to be optimal
for the objective given in the previous section. In the process of proving this, we will also show that
under mild conditions on the arrival process these two conditions are also necessary for a policy to
be optimal.

A. Preliminaries

Claim 1: An optimal policy exists for the problem outlined in the previous section.

Proof: The total number of policies (possible allocations) is (N™)" ™" = NM(T-1) which is
finite considering a finite horizon T'. So the cost function will have a minimum over all possible
policies, which means that an optimal policy exists. 1

Note that the optimal policy need not be unique. Without loss of generality we assume xqo = 0.
The buffer occupancy evolves over time as follows:

b = [b_1 — 7] +af_y, (2)
where a¢_, is a random variable that represents the arrivals in the interval [t — 1,¢) to queue i.

By assumption 3, b:_; and a¢_, are independent. z; is in general a function of b3, a§, al, - - - , a;—1
and zi,--- 2 ;. However, by the Markov property of the couple (b, x;), the optimum allocation
will be a function of only the last state and the last allocation, b:_,,z%_,. Equation (2) shows that
the buffer occupancy at time ¢ consists of two parts, d¢ = b ; — z¢ ;]*, which is deterministic
(meaning that it is known when making the decision x¢), and a random part a®_,. In subsequent
discussions we will call them the deterministic packets and random packets/arrivals, respectively.
di is the information we have available when making a decision for allocation of frame ¢. Thus
Equation (2) can be re-written as

bi=di+al;. ©)

Note that we also have d; = by, therefore the cost function to be minimized can also be expressed
as

J = E[C|dy, F1]. 4)

From the definition of d;1 given earlier, b, x¢,d¢1 are not independent, i.e., given two the
third one is uniquely determined. Therefore we have the following result:

Remark 1: For any allocation policy we have

E[Ci11|bs, x¢, Ft] = E[Cyy1|diy1,X¢, Ft) = E[Cepa|det1, Fe] a.s. (5)

The first equality is due to the dependency of by, x¢, d¢+1, and the second equality is due to the fact
that the expected cost to go is averaged over distribution of b1, which is independent of x given
d¢41 from Equation (3). Following this result, in all our subsequent discussions we will focus on
the conditional cost E[Ct1|d¢+1, F¢] rather than E[Cy1|bg, x¢, Ft).

Definition 1: An allocation {z1, z2, - - -} is max-min fair if z; — z; < 1 for all 7, j.
This defines allocations that result in no queue being allocated more than 2 slots than any other
queue. This is essentially the discrete version of the more general max-min fairness.



B. Main Results
We define a class of allocation policies P as follows.

Definition 2: If 7 is a policy that allocates bandwidth to IV queues such that it satisfies the
following two conditions

(C-1) all the deterministic packets (or existing backlog) have priority over the random arrivals,
i.e. as long as there are known backlog in the queue that have not been scheduled, no slots
can be allocated to the unknown, random packets that may or may not be there;

(C-2) if there is more bandwidth/slots than the total number of deterministic packets in the sys-
tem, then the residual bandwidth/slots will be allocated to different queues in a max-min
fair manner (i.e. {y1,---yn} is max-min fair);

then we call 7 a residual max-min fair (RMF) allocation. We denote by P the set of all RMF
allocations.

Note that strictly speaking our definition of (C-2) implies that (C-1) is satisfied. We state them
separately for the ease of our discussions and proofs that follow. Following this definition, we have
the following main results of this paper.

Theorem 1: Any policy = € P minimizes the expected total holding cost given in Equation
(1), in that for any other policy = ¢ P we have

E™[C|Fo] < E’T'[C|f0] a.s.

Theorem 2: Suppose 7 is an optimal policy that minimizes the expected total holding cost as
defined in Equation (1). We have
1) if pg > 0, then 7 satisfies C-1;
2) ifp; > 0foralli < |2 ], then « also satisfies C-2.

Theorem 1 states the sufficient conditions of an optimal policy, the two conditions (C-1) and (C-
2) outlined above. Theorem 2 states that these conditions are also necessary for an optimal policy
if the arrival process satisfies certain conditions, namely that there has to be a non-zero probability
of any number, not exceeding L%J, of packet arrivals during a frame time. (Note that this condition
is obviously true in the case of a Poisson arrival process.) From Theorem 1, all # € P are equally
optimal, i.e., incur the same cost given the cost function. This means that given the objective function
it does not matter whether we favor one queue over another so long as we allocate for all the existing
backlog before handling random arrivals. In other words, since the holding cost is identical across
all queues and queues are infinite, any backlogged packets, no matter which queue they are in, are
equivalent. So serving one or the other does not make a difference. On the other hand, random
arrivals have to be treated fairly, i.e., no queue should be more over-allocated than others so as to
achieve a balance between queues.

In the next subsection we will prove these sufficienct and necessary results through a sequence
of lemmas.

C. Proof of Optimality

In the following lemma we show that under any policy = € P the expected cost depends only
on the total number of deterministic packets in the system and not on individual queue sizes.

Lemma 1: Under any given policy m € P, E™[Cy|d¢, F;] = E™[Cy|ds, Ft] = f{(d:) a.s. for
some deterministic function f7(-). Moreover, the performance of all policies 7 € P is the same (i.e.
fi(di) = fi(de) VmeP).



Note that in general, f;(.) depends on the set we are averaging on, which is defined by 7.
However, for convenience we will not emphasize this in notation, unless there is an ambiguity.

Proof: We use backward induction on ¢.

Induction basis: Let¢ = T, we have E™[Cr|dt] = dr + NA = fr(dr) a.s., where N\ is the
expected total arrivals during the last frame. Note that the function does not depend on 7. Therefore
the induction basis is established.

Induction step: Suppose E[Cyt1|de+1] = fey1(de + 1) a.s. — the induction hypothesis. We
want to show E™[Cy|d¢] = fi(d:) a.s..

E™[Cy|d¢] can be written as follows:

o0 o0
ET[Colde, F] =di + NA+ D -+ Y puy -+ Puy B[Cepa|[de + u — x¢] ] as., (6)
u1=0 un=0
where u = (ug,us,...,un)? is the arrivals during the (¢t — 1)t* frame. The first term on the

right-hand-side (RHS) of (6) is the known backlog in the system at time ¢. The second term is the
expected amount of new arrivals by time ¢. The third term is the expected cost to go from time ¢t + 1
on, averaged over all possible arrival patterns. Note that [d¢ + u — x¢|™ = d;+1 as.

By the induction hypothesis we have

E[Cei1|[de +u — x| ", F] = fera(sum[dg +u — x¢] ") a.s. ()

where sum(w) = > . w;. We now consider two cases, d; > M and d; < M, respectively.
Casel (d; > M): In this case under C-1, all assigned slots will be for the deterministic part of
the queues. Sosum[dy +u — x¢| " =d; — M + E?Zl u; a.s, using Equation (7) we have

n
E[Ct+1|[dt +u-— Xt]+,.7:t] = ft_|_1(dt - M + Zu]) a.s.
j=1

Thus we can write equation 6 as follows

E"[Ct|dt,.7:t] = dt + N/\+ Z Z Puy ---puth+1(dt - M + Z’U,J) = ft(dt) a.s. (8)

u1=0 uny=0 j=1

Note that the M packets chosen for transmission can be from any queue (or any combination of
queues) and this will not affect the expectation of the cost. Therefore all policies satisfying C-1 will
have the same performance in this case.

Casell (d; < M): Inthis case all the deterministic packets are assigned slots and possibly (when
inequality is strict) some random new arrivals will also be scheduled. Let M — d; = rN + g where
r and g are both non-negative integers and 0 < ¢ < N. This is always possible since ¢ = (M — d;)
mod N.

By (C-2) of the policy = € P slots will be allocated to the random part of each queue according
to the following specific rule. g users will have r + 1 slots assigned and n — g users will have r slots
assigned. Without loss of generality we will assume that = is a policy that assigns r + 1 slots to the
first ¢ queues and r slots to the remaining N — ¢ queues. We can then write Equation (6) as follows

E"[Cildg, Ft] = di+NA+ Z Z Pus - Puy fer1([ur — (r + 1))+

u1=0 un=0
Hug — (r+ D] + fugyr — )"+ 4 [un —7]F) 9)
= f{(di) a.s.
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if we choose a different policy in P that assigns r + 1 slots to ¢ random queues, not necessarily
the first g, then by exchanging the sums in Equation (9) we get the same result. Therefore for any
other policy in P the same expectation will hold, i.e. for all policies satisfying (C-1) and (C-2) the
expected cost will be the same.

Combining the two cases, the induction step is proved. So Lemma 1 holds forall 1 < ¢ < T.
|

Definition 3: Define g(dy¢) as follows:

g:(d¢?) := E[Cy|diT, F,] — E[Ci|ds, Fi] - (10)

By Lemma 1, for all policies = € P we have
g7 (de’) = E™[Cy|dy, Fy 1] — B™[Cylde, Fy 1] = filde + 1) — foldy) = g7 (d¢) a.s.,  (11)

which is independent of ;.

Lemma 2: g7 (d;) is a positive and non-decreasing function of d; almost everywhere, for all
dy > 0 under any policy = € P.

Proof: We use backward induction on ¢. Again we will omit the superscript 7 without causing
ambiguity.

Induction basis: Let¢ = T'. Then we have

E[Cr|dif, Fr_1] =dr + 1+ NX = E[Cr|dy, Fr_1] +1 = gr(dr)=1a.s.

So the induction basis is established.

Induction step: Assume g;+1(d¢+1) is a positive and non-decreasing function of d;,;. We want
to show that g:(d;) will also be a positive and non-decreasing function of d;. Let’s assume the
allocation in the case of d is x¢ and %X in the case of di* under the same policy. Then we have

o0 o
E[Cdy", Fia] = NA+d+14 ) -+ Y puy - PuyE[Cepa|[dit +u— %], fealy] d¥2)

u1=0 uny=0

ElC|de, Fr 1] = NA+di+ Y -+ Y puy- PuxBlCriallde +u—xo) ", 7] as.  (13)

u1=0 un=0

So we can write g¢(d;) as follows:

o o0
9e(d)) =1+ -+ D puy -+ Puy {B[Cen[[dy +u—%] ", F] = B[Cypa |[de+u—xi] T, Fi]} acs.
u1=0 uny=0

(14)
We now consider two cases, d; > M and d; < M, respectively.
Case | (d; > M): In this case, by (C-1) of our policy =, all the slots are assigned to the
deterministic packets and there will not be any extra slots allocated to random packets. Thus we can
write Equation (14) as follows:

o o n
ge(d) =1+ > - ) puy - Puygerr(de — M+ _uj) a.s., (15)
u1=0 un=0 j=1

which is positive and non-decreasing in d; by the induction hypothesis.
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Casell (d; < M): In this case all the deterministic packets will be scheduled and some random
packets will be assigned slots as well. Let M — d; = rN + ¢, where r and g are non-negative
integers and 0 < ¢ < N. We further consider two cases ¢ = 0 and g > 0, respectively.

Casell.a(qg = 0): Sinced; < M, g = 0 implies » > 1. By (C-2) of the allocation policy T,
we have yi = r, Vi, i.e. we assign r extra slots to all queues for random packets in addition to the
deterministic part. When we add one more deterministic packet to the i-th queue, then by (C-1), one
of the extra slots must be allocated to this additional packet. Without loss of generality suppose we
use one of the extra slots of the first queue, leaving » — 1 extra slots for the first queue. We can then
write Equation (14) as follows:

g¢(di) = 1+ Z Z Z Puy ** PunGt+1 (w1 —7) +[ug —r] "+ +[uny —7]") a.s. (16)

u1>r ug=0 un=0

Note here we are only summing over u; > r. This is because for u; < r, i.e., the number of new
arrivals is below the extra slots assigned, there is no difference between the two scenarios di™ and
di and the corresponding g;,1 would be zero.

Case Il.b (¢ > 0): In this case ¢ of the queues (without loss of generality assuming queue 1
through ¢) have r + 1 slots assigned for their random arrivals and n — g queues (g + 1 through
N) have r slots assigned for their random arrivals. By (C-2) of policy «, if we have one more
deterministic packet, then one of the queues with r + 1 slots allocated will have to give up one of its
slots (again without loss of generality assuming it is the first queue) for the additional deterministic
packet. Thus Equation (14) can be written as follows:

ge(de) = 1+ Z Z"'Zpul"'puNgt—l—l((ul_(T+1))+"'
~N=0

u1>r+1u2=0 u
Hlug— (r+ )T +ugrr —r]t 4+ +uy —7]F) as. (17)

Again here we are only summing over u; > r + 1 since otherwise there is no difference between
the two scenarios dit and di.

Note that since M — d; = rN + q, as d; increases, r is non-increasing. So by increasing
dg, the number of elements in the summations in equations (16) and (17) are both non-decreasing.
Therefore, using the induction hypothesis that g;1(-) is positive, we conclude that g;(d;) is positive
and non-decreasing in d; > 0, completing the induction step. N

Corollary 1: f,(d;) is a non-negative convex function of d; almost surely for d; > 0.

Lemma 1 shows that under a policy in P, the expected cost will depend only on the total amount
of backlog in the system, i.e., the expected cost to go from time ¢ will depend only on the total
number of deterministic packets in the system at time ¢, rather than the vector bg or dy. Using this
together with Equation (5) we have

E™[Ciy1|bg, x¢, Ft] = E"[Cyy1|diya, Fi]. E™[Ceyildey1, Fi] a.s. (18)

The next two lemmas establish the optimality of (C-1) and (C-2). The first shows that for any policy
that does not satisfy (C-1), we can always construct a policy that satisfies (C-1) and results in at most
the cost of the original policy. The second shows that for any policy that satisfies (C-1) but does not
satisfy (C-2), we can always construct a policy that satisfies (C-2) and results in at most the cost of
the original policy.
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Lemma 3: Suppose a policy 7 violates (C-1), then there exists a policy 7 such that = does not
violate (C-1) and E™ [C|Fo] < E™[C|Fy] a.s., moreover, if pg > 0, the inequality is strict.

Proof: Suppose 7 violates (C-1) in some frame ¢, some queue must be under-allocated (i.e., not
all deterministic packets are assigned slots) and some queue must be over-allocated (i.e., extra slots
are assigned for random arrivals). Therefore under  there exist 4, j such that = < di and =] > dj.

We construct a policy 7 as follows. # is the same as 7 up to frame t. Therefore cost incurred
upto and including time ¢ under 7 and # is the same. At time frame ¢, let i = zi+1and &/ = 2/ —1
be the allocation under # for 4, j, respectively. In words, we re-allocate one of the slots reserved for
queue j’s random arrivals to queue ’s existing backlog, and keep everything else the same. Under
policy = there are y{ =z — d’ slots reserved for random arrivals at queue j. Under policy 7 we
denote by g/ = =] — dJ — 1 the amount reserved for random arrivals at queue j.

From this point on two situations are possible. Consider the first case where the number of
arrivals to queue j during the ¢ — 1-th time frame (at 1) is less than =] — d{, ie,al ; < y{, then
m and 7 result in the same backlog in queue 5 at time ¢ + 1 since both allocations assign more than
necessary. As a result, under 7 we will have one less backlogged packet in queue ¢ at time ¢ + 1,
while all other queues have the same backlog compared to that under policy . Thatis, d¢+1 = &iil

a.s,, where d is the backlog for policy #. Therefore at time ¢ + 1, cost under = is one more than
cost under 7. For the remaining frames, we let 7 give the exact same allocation x¢y1,- -+ ,XT—1 aS
given by , thus incurring at most the same cost to go as that under .

Now consider the second case where aj_; > ] — d] Under policy 7, at ¢ + 1 we have one
packet more in queue j and one packet less in queue 7 compared to that under policy &. Thus cost
incurred up to and including ¢ + 1 is the same for both policies. Att + 1, we will let 7 assign one
more slot to queue j and one less to 2 compared to that given by a, which then results in the exact
same backlog situation at time ¢ 4+ 2. From this point on, # will give the exact same allocation as
that given by 7, incurring the same cost to go as that under .

Combining the above two cases, we have constructed a policy #, that incurs at most the cost as
incurred by 7, expressed as follows:

E*[Cy|d¢, Fi1]

p(al_y < @] — d))E*[Cy|dy, Fioi] + p(al_, > 2] — d)ET[Cy|dy, Fii]

< pla]_; <z — d)(E"[Cy|ds, Fi1] — 1) + plal_, > @] — d])E™[C4|dy, Fi1]
= E"[Cy|ds¢, Fi—1] — pla]_y <z} —dj)
< E"[Ci|d¢, Fi-1]

Where all the equalities and inequalities hold almost surely. S

Note that the last inequality becomes strict if p(al_; < ] — d}) is positive. Since z] — dJ > 0,
it suffices to have my > 0 in order for the strict inequality to hold. Since the cost upto ¢ is the same
under both policies, we have E*[C|d1, Fo] < E™[C|d1, fcaly]. Moreover, if py > 0, the inequality
is strict.

Starting from any policy  that does not satisfy (C-1), we can construct a policy 7' by repeatedly
using the same construction outlined above. More specifically, starting from the first time when (C-
1) is violated under 7, we can construct a policy that assigns more slots to deterministic packets
compared to 7 and results in at most the cost of . Repeating for a finite number of times we will
obtain a policy that satisfies (C-1) at this time frame. We then move on to the next time when (C-1)
is violated and so on. Repeating this procedure for a finite number of times, we obtain a policy =
that results in at most the cost of policy 7 and does not violate (C-1). Moreover, if po > 0, then =
is strictly better than . N
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Lemma 4: For a policy  that satisfies (C-1) but not (C-2), there exists a policy « that satisfies
both (C-1) and (C-2), and E™ [C|Fo] < E™[C|Fo] as.

Proof: We use backward induction on the time ¢ when (C-2) is violated under 7 to show that we
can always find a policy that satisfies (C-2) with no increased cost fort =7 — 1,7 — 2,--- , 1.

Induction basis: Suppose 7 is not residual max-min fair in the last step, i.e., there exist 7, j such
that, y%_, > %, + 2. We show that if we subtract one from z%._; and add one to user a7, ,,
the expected cost will be no more under the new allocation. Define policy 7 to be the same as 7 up
to time frame 7 — 1. AtT — 1let g% _, = y&_, — land §5_, = y5_, + 1 be the allocation for
random arrivals under  for , j, respectively. For all the other queues set gf’;_l = y:’ﬁ_l, k#1,7.
Since the cost incurred in all the previous time frames remain the same we only need to consider the
expected cost for the last frame 7' — 1. Since the allocation for all the other queues except z, j is the
same, the expected queue sizes for those queues remain the same. Thus we only need to consider
the difference between the sum of the expected values of queues 7, j under these two policies:

E"[C|Fo] — E™[C|Fo] = (E™[b%] + E"[b]) — (B7[b}] + B [t]) a.s. (19)

We have E[b|Fr_1] = A+d% asand by definition, &, = [b%_; —z%_|]T = [a%_,—y&_]T.
Under policy 7 we have (using [ to represent the number of arrivals during frame T' — 2):

o0
E"by] = A+) l-py 4 as;
=1

[e¢]
E"b)] = )\—i—Zl-p%_IH a.s.
=1

Under policy # we have:
Efby] = A+Y 1o a=A+ D 1Py g a8
=1 =1

o0 o
Efb] = ,\+Zl-pg{m+l+A+Zl-p%71+l+1 a.s.
=1 =1

Using the above equations we get:

yéul_yéul_l
(B (6] + BT bp]) — (B + B ) = S by, 20as,  (20)
=1

which means that the expected cost for policy 7 is at most the expected cost for policy «. It is also
clear from the above expression that if Py 11> 0 then the inequality is strict. # may or may not
T-1

be residual max-min fair at time 7' — 1, but 7 is “closer” to being RMF than 7. If we repeat this
procedure a finite number of times we can obtain a policy 7 that satisfies (C-2) at time 7 — 1 and
results in at most the cost incurred by 7. Induction basis is thus established.

Induction step: Now assume that = satisfies (C-2) for all time frames ¢ + 1,¢ +2,--- ,T — 1,
but violates (C-2) at ¢. This means that there exists ¢, j such that yt > y] + 2. Define policy # to be
the same as 7 up to time ¢. Attime ¢ we let 2} =z — 1 and &/ = z} + 1, i.e., subtract one slot from
queue 4 and allocate it to queue j. Thus 9 = ! — 1 and §! = y! + 1. Starting ¢ + 1, both policies
satisfy (C-2). We show that policy # incurs at most the cost incurred by policy .
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Since the policies are the same for all frames before ¢, we only need to consider the cost to go
from ¢t on, E[Cyy1|F:]. The number of deterministic packets in the queues at time ¢, d¢, serves as
an initial condition. Since from frame ¢ + 1 on (C-2) is satisfied, by Lemma 1 the expected cost of
all those frames will only depend on the sum of all the packets in the system. We have

E™[C|Fo] — E7[C|Fo] =

o0 o0
ET[C|Fia] = BF[C|Fal == D -+ D Puy- - Puy{E"[Cosaldir = sum([de + u — x¢] ), 7] -

u1=0 un=0

Eﬁ[CH_l'dH_l = sum([dt +u-— }Et]+),.7:t]} a.s.,

where [ug,--- ,upn] is the arrival to the queues during the (¢ — 1)** frame. We now partition all
the possible transitions from step ¢ — 1 to step ¢ as follows. The probability that we have u; new
arrivals in queue ¢ and u; new arrivals in queue j during frame ¢ — 1 is p,,;p,;. We partition all pairs
{(ui, u;)|ui, u; > 0} into the following four sets:

Ry = {(wi, wj)lwi > yf &uj > yi +1};

Ry = {(uz,u])|uz > y% &u; < yf +1};

Ry = {(wi,uj)|u; < yi &uj > yg +1};

Ry = {(uz,u])|uz < y% & uj < yf + 1}.

For all pairs (u;, u;) € Ry and (u;,u;) € Ry, the sum of deterministic packets in queues ¢, j is
the same under both policies = and 7 since Ry results in under-allocation under both policies, and
Ry results in over-allocation under both policies. For all pairs (u;,u;) € Ry the sum of deterministic
packets under policy 7 is one more than that under policy . For all pairs (u;, u;) € Rs the situation
is the opposite.

For simplicity, we will use the notation Z(ui,uj)ER to denote summing over all possible arrivals
to all queues such that (u;,u;) € R. Using this notation, Equation (21) can be written as

EW[C|d17-7:t]_Eﬁ[C‘d1,ft] = Z pul"'puN'0+ Z Duy ** * Pupn -0
(ui,u;)ER (uiyuj)ERs

+ Y PuPuy ABET[Crpaldi =wi —yi+ Y [y — T

(uiuj)ER2 k#i,j

— EM[Cialdir =ui— (yi—1) + Z [vf — ui] T}
k#i,j

+ Z Py Puy - {E™[Cryr|derr = uj — yi + Z [yF — ug]t

(ui,u]')ER;; k#l,]

— Ef[Cinlders = uj — (y] +1) + Z vt —ue]™} a.s.,
k#i.5

However, note that
(ui,Uj) € Ry = u; < yf +1< yi & u; > yz > yg +1 = (u]’,ui) € R3. (23)
Define the set R, to be

Ry = {(ui, uj)|(uj, ui) € R},

(22)

(21)
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and we have R}, C Rg following Equation (23). Equation (21) can thus be written as

ET[Cldy, 7]~ E*[Cld1, F] = ) pu Puy AE [Craldeer = wi —yi + ) [0 — wel ']
(ui,u]')ERz k#":]
— ET[Cepldir =wi— (i — 1)+ Y [vf —w"]
kA1,
+ E"Cialdeys =wi—yl + > [y — wi] ']
k#i,j
— EF[Cialdeys =wi— (Wl + 1)+ > [uf — ]}
k#i,j
+ Z Pus -+ Puy - {E [Copaldiss = uj —yl + Z [yf — wg]?]
(ui,u]')ER3—R’2 k#i,j
— EfCipldi =u; — (] + 1)+ Y [uF —w]™]} as. (24)
k#i,j

Thus we have

E™[C|dy1, F] — EF[C|dy, Fi] =

> purPuy fge (i — (@ 1)+ D —w]™) — g (wi — v+ D [ —u]T

(uiauj)€R2 k;él,] k#’a]
+ ) PurPuycgeri(wi— (U + 1)+ D f —w]h) s
(u,',uj)ERa—R’2 k#i,j

Note that we have left out the superscripts 7 and 7 in g¢1(-). This is because both 7 and 7" satisfy
(C-1) and (C-2) from time ¢ + 1 on by the induction hypothesis, and are thus indistinguishable given
the initial condition d;; ;. Using Lemma 2 and Corollary 1, the first term in Equation (25) is non-
negative due to the convexity of g¢,1(-) and the assumption yi > y! + 1. The second term is also
non-negative since g1 () is positive by Lemma 2. Thus we have shown that # incurs at most the
cost incurred by 7, and similar to the induction basis, # is “closer” to being RMF than =. If we
repeat this procedure a finite number of times we can obtain a policy = that satisfies (C-2) at time ¢
and results in at most the cost incurred by 7. The induction step is thus proved. Therefore for any
policy = that satisfies (C-1) but not (C-2) we can use the above procedure going backwards in time
to construct a policy 7 that satisfies (C-2) and has a cost of at most that incurred by 7. W

Note that in the above proof R3 — R}, # () because y¢ > yf + 2. Indeed it can be easily verified
that

Rs — Ry = {(ui,uj)yl +1 < uj,uj <yi}.

Thus if Pyit1 > 0, then the second term in Equation (25) is guaranteed to be strictly positive. In this
t
case policy 7 is strictly better than policy 7. This leads to the following corollary.

Corollary 2: If the arrival process has the property that p; > 0 for all ¢ < L%J, then a residual
max-min fair policy = (i.e., = satisfies (C-2)) is strictly better than one that violates (C-2).

Proof: First note that if under a certain policy we have y > [%J for all 7 and ¢, then this policy
is residual max-min fair. Suppose policy « violates (C-2) in some time frame ¢, then there exist 7, j
such that yi > yl +2and y! < L%J. We know that Pyi 1 > 0 will guarantee Equation (25) to

(25)
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be strictly positive, i.e., Pyip1 > 0 means that we can find a policy that is strictly better than 7. By
t

repeating the procedure used in Lemma 4, p; > 0 for all 7 < L%J means that we can find a residual
max-min fair policy = that is strictly better than any = that is not residual max-min fair. This in
turns shows that given the property p; > 0 for all i < [%J, an optimal policy is necessarily residual
max-min fair, i.e., an optimal policy has to satisfy (C-2). 1

This corollary implies that if the arrival process has the property p; > 0 for all 7 < L%J, then
(C-2) or residual max-min fair is necessary for a policy to be optimal.

Combining Lemmas 3 and 4 we obtain Theorem 1. Lemma 3 and Corollary 2 lead to Theorem

IV. SUFFICIENT BUT NOT NECESSARY — TWO EXAMPLES

In the previous section, we proved that any policy = € P minimizes the cost function and
therefore is optimal. However, under certain conditions on the arrival process there may be other
policies that are not residual max-min fair, but are nevertheless optimal. In other words, (C-1) and
(C-2) are not in general necessary for a policy to be optimal. We derived two assumptions on the
arrival process under which (C-1) and (C-2) become necessary for optimality. In this section we
provide two examples to illustrate that without these assumptions on the arrival process, an optimal
policy need not be residual max-min fair.

Example 1: Consider two users (N = 2) and a time horizon T' = 2 (i.e. the only time an
allocation is made is at t = 1). Let M = 5,b5 = 3,b2 = 2. Suppose the arrival process is a
weighted poisson process, where all probabilities are weighted by plo. Thus all probabilities p; are
equal to the pmf of a poisson process conditioned on pg # 0 or pg > 0.

A residual max-min fair policy would assign slots to all the deterministic packets and not allocate
any slots for random arrivals, i.e. x = [3,2]. However, one can easily check that any other policy
that allocates one slot to the random arrivals for one queue and the rest of the slots to deterministic
packets will have the same expected cost. For example x = [2, 3] and x = [4, 1] will both have the
same expected cost as the RMF policy, although they do not satisfy (C-1). This is due to the fact
that the probability of having no arrival in a frame is zero, with the weighted poisson process.

Example 2: Consider two users (N = 2) and a time horizon 7 = 2. Let M = 6,b} = 2,b3 =
2,po = 0.5,p1 = 0, and p2 = 0.5. A residual max-min fair policy is to let x = [3, 3] (i.e for each
queue allocate one slot for random arrivals). Thus we have

E[C‘do] = E[b1|d0] + E[b2|d0] =2x3+2x {05 . (05 X 2) +0.5- (05 x 14 0.5 % 3)} =9.

Now suppose we have an allocation x = [2,4]. It can be easily shown that under this policy the
expected cost is also 9, although this allocation violates (C-2) and thus is not residual max-min fair.

V. DiscussioN AND CONCLUSION

The main result obtained in the previous sections are highly intuitive. In essence, since queues
are infinite and the only cost is packet holding cost, we should clear up the existing packets as
quickly as possible in order to minimize the total cost. (C-1) implies that due to the delay of state
information, we don’t know for sure how many new arrivals are in the system. Therefore so long as
there are known backlog in the system that need to be allocated, we should never allocate for a new
arrival that may or may not be there. Since holding cost is constant and identical for all queues, all
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existing backlog become equivalent. Consequently it does not matter which queue we serve first and
for how much so long as we serve the deterministic backlog first. (C-2) implies that if we have to
allocate for the unknown part of the queue, the best things to do is to allocate them fairly among all
queues. This prevents any particular queue from becoming too large and incur extra holding cost.

It is worth mentioning that we could also discount the cost over time and define

T N
c=> 8> b,
t=1 =1

where 8 < 1 is the discount factor. All our lemmas and theorems still hold in this case with simple
modifications to the proofs.

Below we discuss some interesting and important extensions and generalizations of the problem
studied here, by relaxing some of the assumptions we have made. These are part of our on-going
study.

(Assumption 1): An important extension is to drop the infinite queue assumption, and to place
a penalty on dropping/blocking packets. Intuitively, the longest queue first type of policy should be
optimal in this case. Note that longest queue first policy is a subset of P defined by (C-1) and (C-2).

(Assumption 3): If arrival processes are different for different queues, then (C-1) should still
hold given the holding costs are the same. (C-2) no longer holds. Instead the allocation for random
arrivals may be some form of weighted max-min fair taking into account different arrival processes.

(Assumption 5): Another interesting extension is to account for differentiated service classes
represented by different holding costs, as considered in [5]. The objective is again to minimize the
total expected holding cost, or the weighted sum of number of packets in the system weighted by
different holding costs. Higher packet holding cost implies a higher-priority queue. In this case the
allocation will have to take the arrival process into account. (Note that for the problem studied in
this paper we do not need arrival statistics to determine the optimal allocation, under the assumption
that all arrivals are identically distributed). We conjecture that some type of index policy may be
optimal in this case.

Similarly we could consider queue connectivity probabilities and the probability of packet trans-
mission success/failure. One may also consider the total expected discounted holding cost over an
infinite horizon as the objective function to be minimized. Although not immediately obvious from
the proofs shown here, our conjecture is that the same set of policies will still be optimal for the
infinite horizon case.

To conclude, in this paper we considered the problem of finding an optimal policy to minimize
the total number of packets/jobs in the system over a finite horizon. The features of this problem in-
clude (1) there is a large delay between when the allocation decision is made and when the allocation
is used, thus decisions can be viewed as based on delayed or obsolete state information/observations;
and (2) the bandwidth allocation is in frames of time slots so that each queue can be assigned any
number of slots not exceeding the total number in a frame. We established two conditions under
which a policy will be optimal. These two conditions define a set of policies among all admissible
policies. We also argued that in general these conditions need not be necessary for the optimality of
a policy. We proved that under some mild conditions on the arrival process, these two conditions are
also necessary for the optimality of a policy.
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