ABSTRACT

Current mobile platforms take an all-or-nothing approach to assigning permissions to applications. Once a user grants an application permission to access a particular resource, the application can use that permission whenever it executes thereafter. This enables an application to access privacy sensitive resources even when they are not needed for it to perform its expected functions.

In this paper, we introduce “Context-Specific Access Control” (CSAC) as a design approach towards enforcing the principle of least privilege. CSAC’s goal is to enable a user to ensure that, at any point in time, an application has access to those resources which she expects are needed by the application component with which she is currently interacting. We study 100 popular applications from Google Play store and find that existing applications are amenable to CSAC as most applications’ use of privacy sensitive resources is limited to a small number of contexts. Furthermore, via dynamic analysis of the 100 applications and a small-scale user study, we find that CSAC does not prohibitively increase the number of access control decisions that users need to make.

1 Introduction

Applications running on mobile devices such as smartphones, wearables, and tablets can access private information from a range of sensors (e.g., GPS, camera, microphone) and from several sources of user-generated data (e.g., emails, photos, call history). However, not all applications need access to all sources of private information. Therefore, operating systems (OSes) for mobile platforms enable users to control an application’s access to these resources.

Recognizing the need to limit the number of access control decisions that a user needs to make, so as to prevent decision fatigue, mobile OSes do not notify the user every time an application requests access to a resource. Instead, for every resource, OSes require the user to decide only once per application as to whether to grant the application access to that resource. In Android, the user makes this decision at application install time, and in iOS, the user decides whether

<table>
<thead>
<tr>
<th>Permission</th>
<th>Use</th>
</tr>
</thead>
<tbody>
<tr>
<td>Camera</td>
<td>Take picture of individuals to perform facial recognition</td>
</tr>
<tr>
<td>Location</td>
<td>Record location of suspect sighting</td>
</tr>
<tr>
<td>Photos</td>
<td>Look up individuals from previously taken photos</td>
</tr>
<tr>
<td>Device identifier</td>
<td>Associate purchases with user ID</td>
</tr>
</tbody>
</table>

Table 1: JailBase’s need for various permissions.

We observe that this current status quo of access control on mobile platforms—one application is granted access to a resource, it has access to it forever thereafter—violates the principle of least privilege. Even when applications have valid reasons for using privacy sensitive resources, they seldom need to have constant access to it. Since much of the private data available on mobile devices change over time (e.g., location, video, stored photos), it is necessary to not only limit which resources an application can access, but also when it has access to those resources.

Mobile environments are especially well-suited for implementing finer-grained access control. Unlike traditional desktop environments, where multiple applications are concurrently active and in view, user interactions in mobile environments typically focus on a single active application and interaction with background applications are limited to notifications and alerts. Furthermore, each mobile application is intrinsically divided into isolated components using Activity in Android and UIViewController in iOS. Each application can have at most one Activity/UIViewController active at any given time.

As a case study, consider the JailBase app. JailBase, one of the top news applications in Google Play store, allows users to search through public arrest records. To implement its functionalities, JailBase requires use of camera and access to location, photos, and device identifier. Table 1 describes how each of these permissions are legitimately used by the application.

While a user has a legitimate reason for allowing JailBase to access each of these resources, the all-or-nothing approach of current permission systems provides no meaningful privacy assurances if the application either mistakenly or intentionally misuses its permissions. For example, while the user is searching for information, the application can capture video without his knowledge; or, it can continuously track the user’s location and transmit data to a server.
We demonstrate the feasibility of CSAC on the Android platform by looking at 100 popular Android applications’ usage of permissions across different Activities.

We evaluate decision overhead imposed on users when using CSAC by conducting dynamic exploration of 100 popular Android applications and a small scale user study.

### 2 Background

Before discussing CSAC, we provide a brief overview on Android and how popular mobile OSes currently handle access control.

**Components of an Android app:** Android applications are written in Java. An application is generally delivered in an APK (Android Package) containing compiled code, data, resources, and a manifest. An application consists of four components: Activities, Services, Content Providers, and Broadcast Receivers. Activities are used to implement various user interfaces while Services run in the background to perform long-running operations or to perform work for remote processes. Content Providers and Broadcast Receivers are respectively responsible for managing application data and respond to system-wide broadcasts. According to the Android developer’s guide [1], an Activity should represent “a single screen with a user interface.”

**Access control in current mobile OSes:** Both iOS and Android take an all-or-nothing approach to permission assignment. In iOS, a user is prompted upon an application’s first use of a resource [2]. The user has the option to deny the permission and continue using the application with potentially limited functionality, although some applications may block their further use until a permission has been granted to them. When permission to a resource is granted to an application, it can use it in the future without prompting the user. While this approach allows a user to selectively block an application from using certain privacy-sensitive resources, it can be employed only if the application does not need that permission at any point of time. If the application is legitimately granted a permission for a particular task, it can use it later regardless of the user’s desire or expectations.

Starting from iOS version 8, the user is prompted when the application uses the location data in the background and can selectively choose to share location with an application only when it is in the foreground. Figure 2 shows a sample of this alert box. While this binary context-awareness provides an improvement over the previous all-or-nothing approach, it still only covers one of the system resources and is not fine-grained enough to cover all misuse scenarios. An example of this would be a shopping application using GPS coordinates to provide nearest store locations, but additionally tracking a user’s movements while the user is creating a wish list.

---

<table>
<thead>
<tr>
<th>Context</th>
<th>Required Permissions</th>
</tr>
</thead>
<tbody>
<tr>
<td>Home</td>
<td>None</td>
</tr>
<tr>
<td>Search</td>
<td>None</td>
</tr>
<tr>
<td>Notifications</td>
<td>None</td>
</tr>
<tr>
<td>Arrests</td>
<td>None</td>
</tr>
<tr>
<td>Face Recognition</td>
<td>Camera, Location</td>
</tr>
<tr>
<td>Gallery</td>
<td>Photos</td>
</tr>
<tr>
<td>Settings</td>
<td>None</td>
</tr>
<tr>
<td>Purchases</td>
<td>Device ID</td>
</tr>
<tr>
<td>Favorite</td>
<td>None</td>
</tr>
<tr>
<td>Background</td>
<td>None</td>
</tr>
</tbody>
</table>

Figure 1: Different contexts of the JailBase application.

Table 2: Minimal permission set required by JailBase in different contexts.

Even when the application is in the background, in general, though a user may grant an app access to a specific resource since that permission is necessary for the app to fulfill one of the functions that it offers, the app can potentially also use this permission when the user is interacting with the app for other purposes. Instances of permission overuse have been reported in several popular Android applications such as WhatsApp, Shazam, and TuneIn Radio [16].

We propose “Context-Specific Access Control” (CSAC) to remedy this situation. We observe that a user’s interaction with an application can be categorized to a limited number of contexts with different permission requirements. Therefore, by separating an application’s states into a few meaningful contexts, CSAC can ensure that an application is limited to its minimum set of required permissions at any point of time, while requiring the user to only decide on the application’s access to a resource once per context. Looking back at our example application, the state space of the JailBase application can be divided into ten different contexts described in Table 2, seven of which do not require access to any privacy sensitive resource. Figure 1 provides a snapshot of each of these contexts.

To implement CSAC on the Android platform, we propose dividing application contexts based on Activities. We evaluate the feasibility of this approach by examining the top 100 free applications in Google Play store. In our evaluation, we track the use of various permissions across different Activities as we explore the applications. Our results suggest that accesses to privacy-sensitive information are limited to less than 30% of Activities and most applications do not need constant access to these data. Moreover, our results suggest that CSAC significantly decreases access of applications to privacy-sensitive data while not increasing the decision overhead for most apps. On applications for which CSAC causes an increase in the number of access control decisions, its overhead is on average less than 4 decisions per application.

In summary, our contributions are three-fold:

- We introduce the notion of Context Specific Access Control (CSAC) and discuss its benefits and shortcomings.
AndroidManifest.xml” that defines all of its required permissions.

Figure 2: iOS background location usage alert. The binary context awareness protects user’s location when application is not in-use.

Figure 3: Example of permission enforcement with CSAC. Each circle represents an Activity, with an associated permission set. Edges represent inter-Activity transitions. CSAC divides the application into 5 contexts (4 Activities + Background) and asks users to make a one-time decision upon first use of each permission in a context.

In contrast, in Android, every application includes an “AndroidManifest.xml” that defines all of its required permissions. During install time, the package installer prompts the user to grant permissions to the requested resources. An application can only be installed if these permissions are granted. No further clarifications are sought from the user while an application is running. So an application is either granted a particular permission when installed, and can use that feature as desired, or the permission is not granted and any attempt to use the feature fails without prompting the user (even when the app does need to use the permission in order to fulfill the functionality expected by the user) [1].

More recently, Google has announced that starting with Android M, they will not only adopt iOS’s “prompt on first use” policy but also allow users to later modify the permissions granted to an application [3].

3 Context-Specific Access Control

Threat model: CSAC’s goal is to enable fine-grained control over permission access by differentiating between the various contexts in an application’s execution. Using this approach, a user can select contexts within which an application can access any particular resource and stop applications from broad usage of resources. An example of this would be an application that only requires access to the user’s location in one of its contexts but continuously monitors and records the user’s location even when in other contexts. This scenario could be the consequence of either deliberate (e.g. an application that has been maliciously modified) or inadvertent (e.g. a bug in the application such as Apple hotspot database cache [2]) overuse by an application of permissions granted to it. In contrast to traditional access control systems, which make the user unable to protect himself against such privacy leaks, CSAC raises the bar for permission misuse and limits usage of system resources by applications to the limited contexts that match user expectations.

Envisioned implementation: With CSAC, we envision that the user will be prompted to make one-time access control decisions when a permission is used for the first time in a context. This decision can be recorded and reused later. Figure 3 presents an example of how this will work. Each application consists of a set of Activities \{A1, A2, . . .\}, with each Activity accessing a set of permissions during its execution. Instead of allowing an application all-or-nothing access to privacy-sensitive resources, CSAC can associate each access control decision to the Activity that is active when the request for access is made. If none of the application’s Activities are active, the application is in the background and the access control decisions made for it will be associated with its background context. The request to access a resource does not necessarily have to be made by an Activity and can be made by Services that are running simultaneously. Permission to access a resource in a Service can be evaluated based on the Activity that is active at the time of the request, or—to support asynchronous tasks—the Activity the Service has initiated in.

To augment CSAC to Android’s permission system, mechanisms used to validate system calls (which are generally responsible for access control enforcement [8]) have to be modified to take into account the current active Activity when making access control decisions. In our example, using CSAC will help enforce the principle of least privilege by limiting the application to 33% (\(\frac{1}{3}\)) of the (Activity, permission) pairs that are possible with the all-or-nothing approach currently in use in Android and iOS.

Starting from Android 3.0, Google has introduced the notion of “Fragments” to enable better modularityization of code, more sophisticated user interfaces, and GUI scaling for applications that target different screen sizes. A Fragment, which is always embedded in an Activity and represents a portion of the user interface, can be either combined with other Fragments in a single Activity or be reused across Activities. CSAC does not limit the use of Fragments or prohibit code reuse but ensures that permissions available to a Fragment depends on the Activity, as part of which it is being executed. Thus, a Fragment can potentially have permission to access a resource in Activity A1 but is not allowed to do so in A2.

Although designing an appropriate user interface to assign and later change permissions for each Activity remains a challenge, migration of Android OS to “prompt on first use” access control policy opens up the path for implementation of CSAC with minimum modifications to the platform. Instead of recording access control decisions per application, these decisions need to be recorded and used based on application and Activity pairings.

Benefits: In general, basing access to privacy-sensitive data on the user’s context provides several unique benefits, compared to how access control is enforced on existing OSes.

- CSAC conforms the permissions used by an application with users’ expectations: Prior work [12, 13] has highlighted the benefits of including users’ expectation in configuring access control. Using CSAC, users can control the resources an application can access in any particular context and prevent applications from misusing broadly assigned permissions.
- CSAC allows the OS to define different levels of access for each resource: For example, a restaurant finding applica-
tion can be given access to coarse-grained location when identifying relevant ads and to fine-grained location when listing nearby restaurants.

- CSAC can provide high privacy assurances to the user without compromising application functionality: As long as the user correctly grants an application the permissions it needs in each context, we believe that the application can operate without significant performance overhead or reduction in its functionality. Once the user grants a permission in a particular context, the OS can remember that decision and reuse it without prompting the user again when the application enters the same context.

- CSAC does not break the current application model or limit developers: CSAC does not force any changes on applications or make legacy applications unusable. Furthermore, unlike systems such as ACG [15], CSAC does not force application developers into using any specific GUI components.

Limitations: While providing many improvements to users’ privacy, CSAC is by no means without limitations. Most noticeably, CSAC imposes a higher decision overhead on users as they potentially have to make access control decisions to a particular resource multiple times in an application. Furthermore, although CSAC moves us toward realizing the principle of least privilege, there are cases where it can still be coarse-grained, e.g., an application uses location information for nearby restaurants but continues to track the user when he is inspecting the results. CSAC also does not provide any benefits if an application is condensed into one or very few Activities (which we show later is rare among popular applications) or if an application chooses to terminal itself when a particular permission is not granted. Privacy-sensitive data, in particular data that is static (e.g., IMEI) or semi-static (e.g. contact list), can also be stored and reused by the application in other contexts. Mitigating information leakage would require data-flow analysis techniques such as taint tracking that impose a large overhead. In Section 4 we discuss how CSAC can be combined with data-flow analysis techniques to decrease their overhead.

4 Feasibility Study

While CSAC offers the potential for various privacy benefits, as described above, the feasibility of using CSAC and its utility in practice is contingent on several criteria:

1. Applications need to have been implemented such that different functionalities offered by an application are separated out into separate Activities; benefits of CSAC are only attainable if applications are appropriately modular.

2. The set of permissions used by an application should differ across Activities; if an application uses the same permissions in all of its Activities, then the current model of “grant permission upon first use” suffices.

3. The number of additional access control decisions that users have to make should not significantly increase. A disproportionate increase in the number of decisions can cause decision fatigue and result in users making incorrect (and potentially harmful) decisions.

In this section, we evaluate all of these criteria on 100 popular applications from Google Play store. We downloaded these applications from the “Top Free in Android Apps” list. After manually discarding applications that required an account to perform their main functionality (e.g., banking and mail apps), we conducted a dynamic analysis of these applications using the $A^E$ dynamic exploration tool [5]. We modify Android 4.4 to extract information on when Activities start and stop executing, and on the use of privacy-sensitive resources. We use the PhoneLab [14] Android ROM as our base code as it provides various logging instrumentations that assist our evaluation. We collect logs of these interactions that we later use in our analysis.

4.1 How modular are Android apps?

In order for CSAC to enforce different permissions for an application in its different Activities, the application needs to be divided into multiple Activities that can be used to differentiate between contexts. While this means that CSAC does not provide much benefit for applications that make extensive use of native code, where the application is condensed mostly into a single Activity, Figure 4 shows that this is not the common case. From the figure, which plots the CDF of Activity count in the 100 popular applications used in our dynamic analysis, we see that we encounter 9 Activities on average per application. This shows that most applications are sufficiently modular for CSAC to be useful.

The coverage of our dynamic exploration tool is not perfect; for most applications, we visit a subset of the application’s Activities. There are different factors that cause $A^E$’s coverage to be incomplete, some of which include use of native code and complex gestures, social network integration, and requiring an account or purchases to enable features [5]. However, previous work has shown that, on average, $A^E$ covers twice the number of Activities as compared to human subjects [5].

4.2 How does permission usage vary across Activities?

CSAC works by assigning permissions on an Activity basis. In the example JailBase application discussed in Section 4, we described how most of the Activities do not require access to privacy sensitive resources. CSAC benefits from this usage pattern as it can limit the application’s access to a specific resource to a limited number of Activities.

Privacy-sensitive resources can be generally broken down into four categories: (1) Static values such as International Mobile Station Equipment Identity (IMEI); (2) semi-static data such as photos, messages, and contacts list; (3) communication channels such as Bluetooth and NFC; and (4) sensor data such as GPS. In our evaluation of top 100 applications, we focus on a selected number of privacy-sensitive resources.
Table 3: For each tracked permission, number of apps in the set of 100 evaluated applications that use it.

<table>
<thead>
<tr>
<th>Resource</th>
<th>ID</th>
<th>Camera</th>
<th>Location</th>
<th>Bluetooth</th>
<th>Photos</th>
</tr>
</thead>
<tbody>
<tr>
<td>Usage (100)</td>
<td>89</td>
<td>38</td>
<td>55</td>
<td>9</td>
<td>23</td>
</tr>
</tbody>
</table>

Figure 5: Use of permissions in applications’ Activities. Most Activities do not require access to any of the tracked privacy-sensitive resources.

That are most widely used by the applications. Namely, we evaluate applications’ use of camera, photos, location, device identifiers and Bluetooth. These resources account for more than 85% of privacy sensitive resources that are requested in these applications. Table 3 presents the usage of these permissions by 100 popular applications used in our evaluation according to their manifest.

In our analysis of dynamic exploration data, we observed that various device identifiers were frequently fetched across different Activities in many of the applications. Because these values are static and can be recorded and reused, allowing one time access to them in an application can be considered equivalent to giving the application lifetime access to it in all of its Activities. Hence, we only consider access to device identifiers once in our evaluation of permission usage across different Activities.

Figure 5 presents the number of Activities that require one or more of the permissions compared to the total number of Activities. Our results show that more than 70% of Activities in applications do not use any of the tracked privacy sensitive resources that was requested by the application. This result shows that a realization of CSAC that considers different Activities in an application as separate contexts can limit an application’s access to privacy-sensitive resources to a (typically small) subset of the application’s execution.

4.3 What is the decision overhead of CSAC?

Lastly, we consider the concern associated with CSAC that it can increase the decision load that is imposed on the user as the result of finer-grained access control. Both Android and iOS platforms assign each permission once per application. This approach results in low decision overhead for the user but enables an application to access privacy-sensitive resource at all times. Using CSAC, the decisions to allow access to a resource are assigned on a per-Activity basis. This can result in as many as \( \frac{\text{#Permissions} \times \text{#Activities}}{\text{#Applications}} \) decisions to be made by the user.

Using the dynamic analysis data, we calculate the number of decisions required to be made by the user when CSAC is in use and compare it against scenarios in which access control decisions are made at install time or on first use. Similar to Section 3.2, we count decisions regarding device identifiers only once as they are static values which can be saved and reused by applications.

Figure 6 presents the results of our evaluation. On the one hand, for most applications, the number of decisions necessary with CSAC matches the number of decisions that had to be made in other approaches, so CSAC imposes no decision overhead on the user. There is also no direct relation between the number of decisions that needs to be made and the total number of Activities an application has.

On the other hand, even for applications that require more decisions when using CSAC, we expect the actual number of decisions required to be made by the user to be less than those presented in Figure 6. This is because previous work \([7]\) has shown that the amount of coverage provided by the A.E tool is on average twice those of normal users.

To test this hypothesis, we conducted a 5-user study on the five applications requiring the most number of decisions. Our five users were all CS-major graduate students with prior experience in using Android OS. Each user was given a description of each application’s function and no time limit was imposed on the user during experiments. We asked the participants to explore the applications and use them as they normally would and tracked activation of Activities and usage of privacy-sensitive data across the applications. Table 4 presents the results of this experiment. Even when considering the union of users’ exploration of the applications, the number of decisions that users had to make dropped compared to our experimental results as typical users explored fewer Activities and features.

5 Related Work

In this section, we discuss some of the other notable access control augmentations and examine how they compare and combine with CSAC.

Data-flow analysis: There is a large body of research on approaches and methods that can augment permission systems by using data-flow analysis. TaintDroid \([7]\) enabled dynamic taint analysis in Android systems and uncovered many cases of potential misuse of permissions by follow-
Table 4: Number of access control decisions needed to be made using three different systems for the 5 most decision-intensive applications. Results suggest that CSAC’s use will not significantly increase the number of access control decisions that the user will need to make.

<table>
<thead>
<tr>
<th>Application</th>
<th>Dynamic Exploration</th>
<th>User Study</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Install</td>
<td>First use</td>
</tr>
<tr>
<td>Dictionary</td>
<td>3</td>
<td>2</td>
</tr>
<tr>
<td>Flipagram</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>GasBuddy</td>
<td>3</td>
<td>1</td>
</tr>
<tr>
<td>WeatherBug</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>Yelp</td>
<td>4</td>
<td>3</td>
</tr>
</tbody>
</table>

6 Conclusion

In this paper, we introduced Context-Specific Access Control as a design approach for achieving the principle of least privilege in mobile platforms. We evaluated the feasibility of using the Activity abstraction in Android to achieve finer granularity of access control. Our results show that most applications’ use of privacy-sensitive data is confined to a few Activities, thus allowing for CSAC’s use without significantly increasing the number of access control decisions.
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